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Object-oriented Design 1
 ©Ian Sommerville 2000
 12. Object-oriented Design
 Objectives
 The objective of this chapter is to introduce an approach to software designwhere the design is structured as interacting objects. When you have readthis chapter, you will:• understand how a software design may be represented as a set of
 interacting objects that manage their own state and operations,• know the most important activities in a general object-oriented design
 process,• understand different models that may be used to document an object-
 oriented design ,• have been introduced to the representation of these models in the
 Unified Modeling Language (UML).
 Contents
 12.1 Objects and object classes12.2 An object-oriented design process12.3 Design evolution
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 Object-oriented design is a design strategy where system designers think in terms of‘things’ instead of operations or functions. The executing system is made up ofinteracting objects that maintain their own local state and provide operations on thatstate information (Figure 12.1). They hide information about the representation ofthe state and hence limit access to it. An object-oriented design process involvesdesigning the object classes and the relationships between these classes. When thedesign is realised as an executing program, the required objects are createddynamically using the class definitions.
 Object-oriented design is part of object-oriented development where anobject-oriented strategy is used throughout the development process:
 • Object-oriented analysis is concerned with developing an object-oriented modelof the application domain. The identified objects reflect entities and operationsthat are associated with the problem to be solved.
 • Object-oriented design is concerned with developing an object-oriented model ofa software system to implement the identified requirements. The objects in anobject-oriented design are related to the solution to the problem that is beingsolved. There may be close relationships between some problem objects andsome solution objects but the designer inevitably has to add new objects and totransform problem objects to implement the solution.
 • Object-oriented programming is concerned with realising a software designusing an object-oriented programming language. An object-orientedprogramming language, such as Java, supports the direct implementation ofobjects and provides facilities to define object classes.
 The transition between these stages of development should be a seamless onewith the same notation used at each stage. Moving to the next stage involvesrefining the previous stage by adding detail to existing object classes and devisingnew classes to provide additional functionality. As information is concealed withinobjects, detailed design decisions about the representation of data can be delayeduntil the system is implemented. In some cases, decisions on the distribution ofobjects and whether or not objects can be sequential or concurrent may also bedelayed. This means that software designers are not constrained by details of thesystem implementation. They can devise designs that can be adapted to differentexecution environments.
 Object-oriented systems should be maintainable as the objects areindependent. They may be understood and modified as stand-alone entities.Changing the implementation of an object or adding services should not affect othersystem objects. Because objects are associated with things, there is often a clearmapping between real-world entities (such as hardware components) and theircontrolling objects in the system. This improves the understandability and hencethe maintainability of the design.
 Objects are potentially reusable components because they are independentencapsulations of state and operations. Designs can be developed using objects thathave been created in previous designs. This reduces design, programming andvalidation costs. It may also lead to the use of standard objects (hence improvingdesign understandability) and reduces the risks involved in software development.
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 However, as I discuss in Chapter 14, reuse is sometimes best implemented usingcollections of objects (components or frameworks) rather than individual objects.
 Several object-oriented design methods have been proposed (Coad andYourdon, 1990; Robinson, 1992; Jacobson, Christensen et al., 1993; Booch, 1994;Graham, 1994). A unification of the notations used in these methods has beendefined (UML) along with an associated design process (Rumbaugh, Jacobson et al.,1999). I don’t describe any particular design method here but I discuss genericobject-oriented concepts and design activities in section 12.2. I use the UMLnotation throughout the chapter.
 12.1 Objects and object classes
 The terms ‘object’ and ‘object-oriented’ are now widely used. They are applied todifferent types of entity, design methods, systems and programming languages.However, there is a general acceptance that an object is an encapsulation ofinformation and this is reflected in my definition of an object and an object class:
 An object is an entity that has a state and a defined set of operations whichoperate on that state. The state is represented as a set of object attributes. Theoperations associated with the object provide services to other objects (clients)which request these services when some computation is required.
 Objects are created according to an object class definition. An object classdefinition serves as a template for creating objects. It includes declarations ofall the attributes and operations which should be associated with an object ofthat class.
 The notation that I use here for object classes is that defined in the UML. Anobject class is represented as a named rectangle with two sections. The objectattributes are listed in the top section. The operations that are associated with theobject are set out in the bottom section. Figure 12.2 illustrates this notation usingan object class which models an employee in an organisation. In the UML, theterm ‘operation’ is the specification of an action; the term ‘method’ is used to referto the implementation of the operation.
 Figure 12.1 Asystem made up ofinteracting objects
 state o3
 o3:C3
 state o4
 o4: C4
 state o1
 o1: C1
 state o6
 o6: C1
 state o5
 o5:C5
 state o2
 o2: C3
 ops1() ops3 () ops4 ()
 ops3 () ops1 () ops5 ()
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 The class Employee defines a number of attributes that hold informationabout employees including their name and address, social security number, tax code,etc. The ellipsis (...) indicates that there are more attributes associated with the classthat are not shown here. Operations associated with the object are join (called whenan employee joins the organisation), leave (called when an employee leaves theorganisation), retire (called when the employee becomes a pensioner of theorganisation) and changeDetails (called when some employee information needs tobe modified).
 Objects communicate by requesting services (calling methods) from otherobjects and, if necessary, by exchanging the information required for serviceprovision. The copies of information needed to execute the service and the results ofservice execution are passed as parameters. Some examples of this style ofcommunication are:
 // Call a method associated with a buffer object that returns the next value// in the bufferv = circularBuffer.Get () ;// Call the method associated with a thermostat object that sets the// temperature to be maintainedthermostat.setTemp (20) ;
 In some distributed systems, object communications are implementeddirectly as text messages which objects exchange. The receiving object parses themessage, identifies the service and the associated data and carries out the requestedservice. However, when the objects co-exist in the same program, method calls areimplemented in the same way as procedure or function calls in a language such as Cor Ada.
 When service requests are implemented in this way, communication betweenobjects is synchronous. That is, the calling object waits for the service request to becompleted. However, if objects are implemented as concurrent processes or threadsthe object communication may be asynchronous. The calling object may continuein operation while the requested service is executing. I explain how objects may beimplemented as concurrent processes later in this section.
 Figure 12.2 Anemployee object
 Employee
 name: stringaddress: stringdateOfBirth: DateemployeeNo: integersocialSecurityNo: stringdepartment: Deptmanager: Employeesalary: integerstatus: {current, left, retired}taxCode: integer. . .
 join ()leave ()retire ()changeDetails ()
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 As I discussed in Chapter 7, where I described a number of possible objectmodels, object classes can be arranged in a generalisation or inheritance hierarchythat shows the relationship between general and more specific object classes. Themore specific object class is completely consistent with the general object class butincludes further information. In the UML, generalisation is indicated by an arrowthat points to the parent class. In object-oriented programming languages,generalisation is usually implemented using the inheritance mechanism. The childclass inherits attributes and operations from the parent class.
 Figure 12.3 shows an example of such a hierarchy where different classes ofemployee are shown. Classes lower down the hierarchy have the same attributes andoperations as their parent classes but may add new attributes and operations ormodify some of those from their parent classes. This means that there is one-wayinterchangability. If the name of a parent class is used in a model, this means thatthe object in the system may either be defined as that class or of any of itsdescendants.
 The class Manager in Figure 12.3 has all of the attributes and operations ofthe class Employee but has, in addition, two new attributes that record the budgetscontrolled by the manager and the date that the manager was appointed to aparticular management role. Similarly, the class Programmer adds new attributesthat define the project that the programmer is working on and the programminglanguage skills that they have. Objects of class Manager or Programmer maytherefore be used anywhere where an object of class Employee is required.
 Objects that are members of an object class participate in relationships withother objects. These relationships may be modelled by describing the associationsbetween the object classes. In the UML, associations are denoted by a line betweenthe object classes that may optionally be annotated with information about theassociation. This is illustrated in Figure 12.4 which shows the association between
 Employee
 Programmer
 projectprogLanguage
 Manager
 ProjectManager
 budgetsControlleddateAppointed
 projects
 Dept.Manager
 StrategicManager
 dept responsibilitiesFigure 12.3 Ageneralisationhierarchy
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 objects of class Employee and objects of class Department and between objects ofclass Employee and objects of class Manager.
 Association is a very general relationship and is often used in the UML toindicate that either an attribute of an object is an associated object or theimplementation of an object method relies on the associated object. However, inprinciple at least, any kind of association is possible. One of the most commonassociations is aggregation which illustrates how objects may be composed of otherobjects. See Chapter 7 for a discussion of this type of association.
 12.1.1 Concurrent objects
 Conceptually, an object requests a service from another object by sending a ‘servicerequest’ message to that object. There is no requirement for serial execution whereone object waits for completion of a requested service. Consequently, the generalmodel of object interaction allows objects to execute concurrently as parallelprocesses. These objects may execute on the same computer or as distributedobjects on different machines.
 In practice, most object-oriented programming languages have as theirdefault a serial execution model where requests for object services are implementedin the same way as function calls. Therefore, when an object called theList iscreated from a normal object class, you write in Java:
 theList.append (17)
 This calls the append method associated with theList object to add theelement 17 to theList and execution of the calling object is suspended until theappend operation has been completed. However, Java includes a very simplemechanism (threads) that lets you create objects that execute concurrently. It istherefore easy to take an object-oriented design and produce an implementationwhere the objects are concurrent processes.
 There are two kinds of concurrent object implementation:
 1. Servers where the object is realised as a parallel process with methodscorresponding to the defined object operations. Methods start up in responseto an external message and may execute in parallel with methods associatedwith other objects. When they have completed their operation, the objectsuspends itself and waits for further requests for service.
 EmployeeDepartment
 Manager
 is-member-of
 is-managed-by
 manages
 Figure 12.4 Anassociation model
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 2. Active objects where the state of the object may be changed by internaloperations executing within the object itself. The process representing theobject continually executes these operations so never suspends itself.
 Servers are most useful in a distributed environment where the calling objectand the called object execute on different computers. The response time for theservice that is requested is unpredictable so, wherever possible, you should designthe system so that the object that has requested a service does not have to wait forthat service to be completed. They can also be used in a single machine where aservice takes some time to complete (e.g. printing a document) and the service maybe requested by several different objects.
 Active objects are used when an object needs to update its own state atspecified intervals. This is common in real-time systems where objects areassociated with hardware devices that collect information about the system’senvironment. The object’s methods allow other objects access to the stateinformation.
 Figure 12.5 shows how an active object may be defined and implemented inJava. This object class represents a transponder on an aircraft. The transponder keepstrack of the aircraft’s position using a satellite navigation system. It can respond tomessages from air traffic control computers. It provides the current aircraft positionin response to a request to the givePosition method.
 This object is implemented as a thread where a continuous loop in the runmethod includes code to compute the aircraft’s position using signals fromsatellites. Threads are created in Java by using the built-in Thread class as a parentclass in a class declaration. Threads must include a method called run and this is
 class Transponder extends Thread {
 Position currentPosition ;Coords c1, c2 ;Satellite sat1, sat2 ;Navigator theNavigator ;
 public Position givePosition (){
 return currentPosition ;}
 public void run (){
 while (true){
 c1 = sat1.position () ;c2 = sat2.position () ;currentPosition = theNavigator.compute (c1, c2) ;
 }
 }
 } //Transponder
 Figure 12.5Implementation of anactive object usingJava threads
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 started by the Java run-time system when objects that are defined as threads arecreated. This is shown in Figure 12.5.
 12.2 An object-oriented design process
 In this section, I illustrate the process of object-oriented design by developing anexample design for the control software that is embedded in an automated weatherstation. As I discussed in the introduction, there are several methods of object-oriented design with no definitive ‘best’ method or design process. The process thatI cover here is a general one that incorporates activities that are common to mostOOD processes. In this respect, it is comparable to the proposed UML process(Rumbaugh, Jacobson et al., 1999) but I have significantly simplified this processfor presentation here.
 The general process that I use here for object-oriented design has a number ofstages:
 1. Understand and define the context and the modes of use of the system
 2. Design the system architecture
 3. Identify the principal objects in the system
 4. Develop design models
 5. Specify object interfaces
 I have deliberately not illustrated this as a simple process diagram as thatwould imply that there was a neat sequence of activities in this process. In fact, allof the above activities can be thought of as inter-leaved activities that influence eachother. Objects are identified and the interfaces fully or partially specified as thearchitecture of the system is defined. As object models are produced, these individualobject definitions may be refined and this may mean changes to the systemarchitecture.
 I discuss these as separate stages in the design process later in this section.However, you should not assume from this that design is a simple, well-structuredprocess. In reality, you develop a design by proposing solutions and refining thesesolutions as information becomes available. You inevitably have to backtrack andretry when problems arise. Sometimes you explore options in detail to see if theywork; at other times you ignore details until late in the process.
 I illustrate these process activities by developing an example of an object-oriented design. The example that I use to illustrate object-oriented design is part ofa system for creating weather maps using automatically collected meteorologicaldata. The detailed requirements for such a weather mapping system would take upmany pages. However, an overall system architecture can be developed from arelatively brief system description:
 A weather mapping system is required to generate weather maps on a regularbasis using data collected from remote, unattended weather stations and otherdata sources such as weather observers, balloons and satellites. Weatherstations transmit their data to the area computer in response to a request fromthat machine.
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 The area computer system validates the collected data and integrates the datafrom different sources. The integrated data is archived and, using data fromthis archive and a digitised map database, a set of local weather maps iscreated. Maps may be printed for distribution on a special-purpose mapprinter or may be displayed in a number of different formats.
 This description shows that part of the overall system is concerned withcollecting data, part with integrating the data from different sources, part witharchiving that data and part with creating weather maps. Figure 12.6 illustrates apossible system architecture that can be derived from this description. This is alayered architecture (discussed in Chapter 10) that reflects the different stages ofprocessing in the system namely data collection, data integration, data archiving andmap generation. A layered architecture is appropriate in this case because each stageonly relies on the processing of the previous stage for its operation.
 In Figure 12.6, I have shown the different layers and have included the layername in a UML package symbol that has been denoted as a subsystem. A UMLpackage represents a collection of objects and other packages. I have used it here toshow that each layer includes a number of other components.
 In Figure 12.7 I have expanded on this abstract architectural model byshowing that the components of the subsystems. Again, these are very abstract andthey have been derived from the information in the description of the system. Icontinue the design example by focusing on the weather station subsystem that ispart of the data collection layer.
 12.2.1 System context and models of use
 The first stage in any software design process is to develop an understanding of therelationships between the software that is being designed and its externalenvironment. Developing this understanding helps you decide how to provide therequired system functionality and how to structure the system so that it cancommunicate effectively with its environment.
 Figure 12.6Layered architecturefor weather mappingsystem
 «subsystem»Data collection
 «subsystem»Data processing
 «subsystem»Data archiving
 «subsystem»Data display
 Data collection layer where objectsare concerned with acquiring datafrom remote sources
 Data processing layer where objectsare concerned with checking andintegrating the collected data
 Data archiving layer where objectsare concerned with storing the data for future processing
 Data display layer where objects areconcerned with preparing andpresenting the data in a human-readable form
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 The system context and the model of system use represent twocomplementary models of the relationships between a system and its environment:
 1. The system context is a static model that describes the other systems in thatenvironment.
 2. The model of the system use is a dynamic model that describes how thesystem actually interacts with its environment.
 The context model of a system may be represented using associations (seeFigure 12.4) where, essentially, a simple block diagram of the overall systemarchitecture is produced. This can be expanded by representing a subsystem modelusing UML packages as shown in Figure 12.7. This illustrates that the context ofthe weather station system is within a subsystem concerned with data collection. Italso shows other subsystems that make up the weather mapping system.
 Figure 12.7Subsystems in theweather mappingsystem
 «subsystem»Data collection
 «subsystem»Data processing
 «subsystem»Data archiving
 «subsystem»Data display
 Weatherstation
 Satellite
 Comms
 Balloon
 Observer
 Datachecking
 Dataintegration
 Map store Data store
 Datastorage
 Map
 Userinterface
 Mapdisplay
 Mapprinter
 Figure 12.8 Use-cases for the weatherstation
 Startup
 Shutdown
 Report
 Calibrate
 Test
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 When you model the interactions of a system with its environment youshould use an abstract approach that does not include too much detail of theseinteractions. The approach that is proposed in the UML is to develop a use-casemodel where each use-case represents an interaction with the system. In use-casemodels (also discussed in Chapter 6), each possible interaction is named in anellipse and the external entity involved in the interaction is represented by a stickfigure. In the case of the weather station system, this external entity is not a humanbut the data processing system for the weather data.
 A use-case model for the weather station is shown in Figure 12.8. Thisshows that weather station interacts with external entities for startup and shutdown,for reporting the weather data that has been collected and for instrument testing andcalibration.
 Each of these use cases can be described using a simple natural languagedescription. This helps designers identify objects in the system and gives them anunderstanding of what the system is intended to do. I use a stylised form of thisdescription that clearly identifies what information is exchanged, how theinteraction is initiated etc. This is shown in Figure 12.9 where I have described theReport use case from Figure 12.8.
 Of course, you can use any technique for describing use-cases so long as thedescription is short and easily understandable. You need to develop descriptions foreach of the use-cases that are shown in the model.
 The use-case description helps to identify objects and operations in thesystem. From the description of the Report use-case, it is obvious that objectsrepresenting the instruments that collect weather data will be required as will anobject representing the summary of the weather data. Operations to request weatherdata and to send weather data are required.
 12.2.2 Architectural design
 Once the interactions between the software system that is being designed and thesystem’s environment have been defined, you can then use this information as a
 Figure 12.9Report use-casedescription
 System Weather stationUse-case ReportActors Weather data collection system, Weather stationData The weather station sends a summary of the weather data that has
 been collected from the instruments in the collection period to theweather data collection system. The data sent are the maximumminimum and average ground and air temperatures, themaximum, minimum and average air pressures, the maximum,minimum and average wind speeds, the total rainfall and the winddirection as sampled at 5 minute intervals.
 Stimulus The weather data collection system establishes a modem link withthe weather station and requests transmission of the data.
 Response The summarised data is sent to the weather data collection systemComments Weather stations are usually asked to report once per hour but this
 frequency may differ from one station to the other and may bemodified in future.
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 basis for designing the system architecture. Of course, you need to combine thiswith your general knowledge of principles of architectural design and with moredetailed domain knowledge.
 The automated weather station is a relatively simple system and itsarchitecture can again be represented as a layered model. I have illustrated this inFigure 12.10 as three UML packages within the more general Weather stationpackage. Notice how I have used UML annotations (text in boxes with a foldedcorner) to provide additional information here.
 The three layers in the weather station software are:
 1. The interface layer which is concerned with all communications with otherparts of the system and with providing the external interfaces of the system.
 2. The data collection layer which is concerned with managing the collection ofdata from the instruments and with summarising the weather data beforetransmission to the mapping system.
 3. The instruments layer which is an encapsulation of all of the instrumentsthat are used to collect raw data about the weather conditions.
 In general, you should try and decompose a system so that architectures areas simple as possible. A good rule of thumb is that there should not be more thanseven fundamental entities included in an architectural model. Each of these entitiescan be described separately but, of course, you may choose to reveal the structure ofthe entities as I have done in Figure 12.7.
 12.2.3 Object identification
 By this stage in the design process, you will already have formulated some ideasabout the essential objects in the system that you are designing. In the weatherstation system, it is clear that the instruments are objects and you need at least oneobject at each of the architectural levels. This reflects a general principle thatobjects tend to emerge during the design process. However, you usually also haveto look for and document other objects that may be relevant.
 Figure 12.10 Theweather stationarchitecture
 «subsystem»Data collection
 «subsystem»Instruments
 «subsystem»Interface
 Weather station
 Manages allexternal
 communications
 Collects andsummarisesweather data
 Package ofinstruments for raw
 data collections
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 Although I have headed this section object identification, in practice thisprocess is actually concerned with identifying object classes. The design is describedin terms of these classes. Inevitably, you have to refine the object classes that youinitially identify and revisit this stage of the process as you develop a deeperunderstanding of the design.
 There have been various proposals made about how to identify objectsclasses:
 1. Use a grammatical analysis of a natural language description of a system.Objects and attributes are nouns, operations or services are verbs. (Abbott,1983). This approach has been embodied in the HOOD method for object-oriented design (Robinson, 1992) that has been widely used in the Europeanaerospace industry.
 2. Use tangible entities (things) in the application domain such as aircraft, rolessuch as manager, events such as request, interactions such as meetings,locations such as offices, organisational units such as companies, etc.(Shlaer and Mellor, 1988; Coad and Yourdon, 1990; Wirfs-Brock, Wilkersonet al., 1990).Support this by identifying storage structures (abstract datastructures) in the solution domain that might be required to support theseobjects.
 3. Use a behavioural approach where the designer first understands the overallbehaviour of the system. The various behaviours are assigned to differentparts of the system and an understanding is derived of who initiates andparticipates in these behaviours. Participants who play significant roles arerecognised as objects (Rubin and Goldberg, 1992).
 4. Use a scenario-based analysis where various scenarios of system use areidentified and analysed in turn. As each scenario is analysed, the teamresponsible for the analysis must identify the required objects, attributes andoperations. A method of analysis called CRC cards where analysts anddesigners take on the role of objects is effective in supporting this scenario-based approach (Beck and Cunningham, 1989).
 These approaches help you get started with object identification. In practice,many different sources of knowledge have to be used to discover objects and objectclasses. Objects and operations that are initially identified from the informal systemdescription can be a starting point for the design. Further information fromapplication domain knowledge or scenario analysis may then be used to refine andextend the initial objects. This information may be collected from requirementsdocuments, from discussions with users and from an analysis of existing systems.
 I have used a hybrid approach here to identify the weather station objects. Idon’t have space to describe all the objects but I have shown five object classes inFigure 12.11. The Ground thermometer, Anemometer and Barometer representapplication domain objects and the WeatherStation and WeatherData objects havebeen identified from the system description and the scenario (use-case) description.
 These objects are related to the different levels in the system architecture.
 1. The WeatherStation object class provides the basic interface of the weatherstation with its environment. Its operations therefore reflect the interactions
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 shown in Figure 12.8. In this case, I use a single object class to encapsulateall of these interactions but, in other designs, it may be more appropriate touse several classes to provide the system interface.
 2. The WeatherData object class encapsulates the summarised data from thedifferent instruments in the weather station. Its associated operations areconcerned with collecting and summarising the data that is required.
 3. The GroundThermometer, Anemometer and Barometer object classes aredirectly related to instruments in the system. They reflect tangible hardwareentities in the system and the operations are concerned with controlling thathardware.
 At this stage in the design process, knowledge of the application domain may beused to identify further objects and services. In this case, we know that weatherstations are often located in remote places. They include various instruments whichsometimes go wrong. Instrument failures should be reported automatically. Thisimplies that attributes and operations to check the correct functioning of theinstruments are necessary. Obviously, there are many remote weather stations. Youtherefore need some way of identifying the data collected from each station so eachweather station should have its own identifier.
 I have decided not to make the objects associated with each instrument activeobjects. The collect operation in WeatherData calls on instrument objects to makereadings when required. Active objects includes their own control and, in this case,it would mean that each instrument would decide when to make readings. However,the disadvantage of this is that, if a decision was made to change the timing of thedata collection or if different weather stations collected data differently then newobject classes would have to be introduced. By making the instrument objects makereadings on request, any changes to collection strategy can be easily implementedwithout changing the objects associated with the instruments.
 Figure 12.11Examples of objectclasses in the weatherstation system
 identifier
 reportWeather ()calibrate (instruments)test ()startup (instruments)shutdown (instruments)
 WeatherStation
 test ()calibrate ()
 Groundthermometer
 temperature
 Anemometer
 windSpeedwindDirection
 test ()
 Barometer
 pressureheight
 test ()calibrate ()
 WeatherData
 airTemperaturesgroundTemperatureswindSpeedswindDirectionspressuresrainfall
 collect ()summarise ()
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 12.2.4 Design models
 Design models show the objects or object classes in a system and, whereappropriate, different kinds of relationships between these entities. Design modelsessentially are the design. They are the bridge between the requirements for thesystem and the system implementation. This means that there are conflictingrequirements on these models. They have to be abstract so that unnecessary detaildoesn’t hide the relationships between them and the system requirements. However,they also have to include enough detail for programmers to make implementationdecisions.
 In general, you get round this conflict by developing different models atdifferent levels of detail. Where there are close links between requirementsengineers, designers and programmers then abstract models may be all that arerequired. Specific design decisions may be made as the system is implemented.When the links between system specifiers, designers and programmers are indirect(e.g. where a system is being designed in one part of an organisation butimplemented elsewhere) then more detailed models may be required.
 An important step in the design process, therefore, is to decide which designmodels that you need and the level of detail of these models. This also depends onthe type of system that is being developed. A sequential data processing system willbe designed in a different way from an embedded real-time system and differentdesign models will therefore be used. There are very few systems where all modelsare necessary and minimising the number of models that are produced reduces thecosts of the design and the time required to complete the design process.
 There are two types of design models that should normally be produced todescribe an object-oriented design. These are:
 1. Static models that describe the static structure of the system in terms of thesystem object classes and their relationships. Important relationships thatmay be documented at this stage are generalisation relationships, uses/used-by relationships and composition relationships.
 2. Dynamic models that describe the dynamic structure of the system and thatshow the interactions between the system objects (not the object classes).Interactions that may be documented include the sequence of service requestsmade by objects and the way in which the state of the system is related tothese object interactions.
 The UML provides for a large number of possible static and dynamic modelsthat may be produced to document a design. Booch et al. (Booch, Rumbaugh et al.,1999) propose 9 different types of diagram to represent these models. I don’t havespace to go into all of these and not all are appropriate for the weather stationexample. The models that I will discuss in this section are:
 1. Subsystem models that show logical groupings of objects into coherentsubsystems. These are represented using a form of class diagram where eachsubsystem is shown as a package. Subsystem models are static models.
 2. Sequence models that show the sequence of object interactions. These arerepresented using a UML sequence or a collaboration diagram. Sequencemodels are dynamic models.
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 2. State machine models that show how individual objects change their state inresponse to events. These are represented in the UML using statechartdiagrams. State machine models are dynamic models.
 I have already discussed other types of model that may be developed earlier inthis chapter and in other chapters. Use-case models show interactions with thesystem (Figure 12.8, Figures 6.12 and 6.13, Chapter 6), object models describe theobject classes (Figure 12.2), generalisation or inheritance models (Figure 7.10,Figure 7.11 and Figure 7.12, Chapter 7) show how classes may be generalisationsof other classes and aggregation models (Figure 7.13) show how collections ofobjects are related.
 A subsystem model is, in my view, one of the most helpful static models asit shows how the design may be organised into logically related groups of objects.We have already seen examples of this type of model in Figure 12.7 that showedthe subsystems in the weather mapping system. In the UML packages areencapsulation constructs and do not reflect directly on entities in the system that isdeveloped. However, they may be reflected in structuring constructs such as Javalibraries.
 Figure 12.12 shows the objects in the subsystems in the weather station. Ialso show some associations in this model. For example, the CommsControllerobject is associated with the WeatherStation object and the WeatherStation objectis associated with the Data collection package. This means that this object isassociated with one or more objects in this package. A package model plus anobject class model should describe the logical groupings in the system.
 «subsystem»Interface
 CommsController
 WeatherStation
 «subsystem»Data collection
 «subsystem»Instruments
 Air thermometer
 WeatherData
 Ground thermometer
 Anemometer
 WindVane
 RainGauge
 InstrumentStatus
 BarometerFigure 12.12Weather stationpackages
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 One of the most useful and understandable dynamic models that may beproduced is a sequence model that documents, for each mode of interaction, thesequence of object interactions that take place. In a sequence model:
 1. The objects involved in the interaction are arranged horizontally with avertical line linked to each object.
 2. Time is represented vertically so that time progresses down the dashedvertical lines. Therefore, the sequence of operations can be read easily fromthe model.
 3. Interactions between objects are represented by labelled arrows linking thevertical lines. These are not data flows but represent messages or events thatare fundamental to the interaction.
 4. The thin rectangle on the object lifeline represents the time when the objectis the controlling object in the system. An object takes over control at thetop of this rectangle and relinquishes control to another object at the bottomof the rectangle. If there is a hierarchy of calls, control is not relinquisheduntil the last return to the initial method call has been completed.
 This is illustrated in Figure 12.13 that shows the sequence of interactionswhen the external mapping system requests the data from the weather station. Thisdiagram may be read as follows:
 1. An object that is an instance of CommsController (:CommsController)receives a request from its environment to send a weather report. Itacknowledges receipt of this request. The half-arrowhead indicates that themessage sender does not expect a reply.
 2. This object sends a message to an object that is an instance ofWeatherStation to create a weather report. The instance of CommsController
 :CommsController
 request (report)
 acknowledge ()report ()
 summarise ()
 reply (report)
 acknowledge ()
 send (report)
 :WeatherStation :WeatherData
 Figure 12.13Sequence ofoperations - datacollection
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 then suspends itself (its control box ends). The style of arrowhead usedindicates that the CommsController object instance and the WeatherStationobject instance are objects that may execute concurrently.
 3. The object that is an instance of WeatherStation sends a message to aWeatherData object to summarise the weather data. In this case, the differentstyle of arrowhead used indicates that the instance of WeatherStation waitsfor a reply.
 4. This summary is computed and control returns to the WeatherStation object.The dotted arrow indicates a return of control.
 5. This object sends a message to CommsController requesting it to transfer thedata to the remote system. The WeatherStation object then suspends itself.
 6. The CommsController object sends the summarised data to the remotesystem, receives an acknowledgement and then suspends itself waiting forthe next request.
 From the sequence diagram we can see that the CommsController object andthe WeatherStation object are actually concurrent processes where execution can besuspended and resumed. Essentially, the CommsController object instance listensfor messages from the external system, decodes these messages and initiates weatherstation operations.
 When documenting a design, you should produce a sequence diagram for eachsignificant interaction. If you have developed a use-case model then there should bea sequence diagram for each use-case that you have identified.
 Sequence diagrams are used to model the combined behaviour of a group ofobjects but you may also want to summarise the behaviour of a single object inresponse to the different messages that it can process. To do this, you can use astate machine model that shows how the object instance changes state depending onthe messages that it receives. The UML uses statecharts, initially invented by Harel(Harel, 1987) to describe state machine models.
 Figure 12.14 is a statechart for the WeatherStation object that shows how itresponds to requests for various services.
 You can read this diagram as follows:
 1. If the object state is ‘Shutdown’ then it can only respond to a startup ()message. It then moves into a state where it is waiting for further messages.The unlabelled arrow with the black blob indicates that the ‘Shutdown’ stateis the initial state.
 2. In the ‘Waiting’ state, the system expects further messages. If a shutdown ()message is received, the object returns to the shutdown state.
 3. If a reportWeather () message is received, the system moves to asummarising state then, when the summary is complete, to a transmittingstate where the information is transmitted through the CommsController. Itthen returns to a waiting state.
 4. If a calibrate () message is received, the system moves to a calibrating statethen a testing state then a transmitting state before returning to the waiting
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 state. If a test () message is received, the system moves directly to thetesting state.
 2. If a signal from the clock is received, the system moves to a collecting statewhere it is collecting data from the instruments. Each instrument isinstructed in turn to collect its data.
 It is not usually necessary to produce a statechart for all of the objects thatyou have defined. Many of the objects in a system are relatively simple objects anda state machine model would not help implementors to understand these objects.
 12.2.5 Object interface specification
 An important part of any design process is the specification of the interfacesbetween the different components in the design. You need to specify interfaces sothat objects and other components can be designed in parallel. Once an interface hasbeen specified, the developers of other objects may assume that interface will beimplemented.
 Designers should avoid interface representation information in their interfacedesign. Rather the representation should be hidden and object operations provided toaccess and update the data. If the representation is hidden, it can be changed withoutaffecting the objects that use these attributes. This leads to a design which isinherently more maintainable. For example, an array representation of a stack maybe changed to a list representation without affecting other objects which use thestack. By contrast, it often makes sense to expose the attributes in a static designmodel as this is the most compact way of illustrating essential characteristics of theobjects.
 There is not necessarily a simple 1:1 relationship between objects andinterfaces. The same object may have several interfaces that are each viewpoints onthe methods that it provides. This is supported directly in Java where interfaces are
 Shutdown Waiting Testing
 Transmitting
 Collecting
 Summarising
 Calibrating
 transmission done
 calibrate ()
 test ()startup ()
 shutdown ()
 calibration OK
 test complete
 weather summarycomplete
 clock collectiondone
 Operation
 reportWeather ()
 Figure 12.14State diagram forWeatherStation
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 declared separately from objects and objects ‘implement’ interfaces. Equally, a groupof objects may all be accessed through a single interface.
 Object interface design is concerned with specifying the detail of the interfaceto an object or to a group of objects. This means defining the signatures andsemantics of the services that are provided by the object or by a group of objects.Interfaces can be specified in the UML using the same notation as in a classdiagram. However, there is no attribute section and the UML stereotype<<interface>> should be included in the name part.
 An alternative approach that I prefer is to use a programming language todefine the interface. This is illustrated in Figure 12.15 that shows the interfacespecification in Java of the weather station. As interfaces become more complex,this approach becomes more effective because the syntax checking facilities in thecompiler may be used to discover errors and inconsistencies in the interfacedescription. The Java description can show that some methods can take differentnumbers of parameters. Therefore, the shutdown method can either be applied to thestation as a whole if it has no parameters or can shutdown a single instrument.
 12.3 Design evolution
 An important advantage of an object-oriented approach to design is that it simplifiesthe problem of making changes to the design. The reason for this is that objectstate representation does not influence the design. Changing the internal details ofan object is unlikely to affect any other system objects. Furthermore, becauseobjects are loosely coupled, it is usually straightforward to introduce new objectswithout significant effects on the rest of the system.
 To illustrate the robustness of the object-oriented approach, assume thatpollution monitoring capabilities are to be added to each weather station. Thisinvolves adding an air quality meter to compute the amount of various pollutants in
 interface WeatherStation {
 public void WeatherStation () ;
 public void startup () ;public void startup (Instrument i) ;
 public void shutdown () ;public void shutdown (Instrument i) ;
 public void reportWeather ( ) ;
 public void test () ;public void test ( Instrument i ) ;
 public void calibrate ( Instrument i) ;
 public int getID () ;
 } //WeatherStationFigure 12.15 Javadescription ofweather stationinterface
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 the atmosphere. The pollution readings are transmitted at the same time as theweather data. To modify the design, the following changes must be made:
 1. An object class called Air quality should be introduced as part ofWeatherStation at the same level as WeatherData.
 2. An operation reportAirQuality should be added to Weather Station to send thepollution information to the central computer. The weather station controlsoftware must be modified so that pollution readings are automaticallycollected when requested by the top level WeatherStation object.
 2. Objects representing the types of pollution monitoring instruments shouldbe added. In this case, levels of nitrous oxide, smoke and benzene can bemeasured.
 Figure 12.16 shows Weather station and the new objects added to thesystem. Apart from at the highest level of the system (WeatherStation) no softwarechanges are required in the original objects in the weather station. The addition ofpollution data collection does not affect weather data collection in any way.
 KEY POINTS
 • Object-oriented design is a means of designing software so that the fundamentalcomponents in the design represent objects with their own private state andoperations rather than functions.
 • An object should have constructor and inspection operations allowing its stateto be inspected and modified. The object provides services (operations usingstate information) to other objects. Objects are created at run-time using aspecification in an object class definition.
 Figure 12.16 Newobjects to supportpollution monitoring
 NODatasmokeDatabenzeneData
 collect ()summarise ()
 Air qualityidentifier
 reportWeather ()reportAirQuality ()calibrate (instruments)test ()startup (instruments)shutdown (instruments)
 WeatherStation
 Pollution monitoring instruments
 NOmeter SmokeMeter
 BenzeneMeter
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 • Objects may be implemented sequentially or concurrently. A concurrent objectmay be a passive object whose state is only changed through its interface or anactive object that can change its own state without outside intervention.
 • The Unified Modeling Language (UML) has been designed to provide a range ofdifferent notations that can be used to document an object-oriented design.
 • The process of object-oriented design includes activities to design the systemarchitecture, identify objects in the system, describe the design using differentobject models and document the object interfaces.
 • A range of different models may be produced during an object-oriented designprocess. These include static models (class models, generalisation models,association models) and dynamic models (sequence models, state machinemodels)
 • Object interfaces must be defined precisely so that they can be used by otherobjects. A programming language such as Java may be used to documentobject interfaces.
 • An important advantage of object-oriented design is that it simplifies theevolution of the system.
 FURTHER READING
 Comm. ACM, October 1999. This special issue includes a number of articles onthe practical use of the UML for design. The article by Bell and Schmidt on using adesign case study is particularly recommended.
 Using UML: Software Engineering with Objects and Components A nice, easy-to-read introduction to object-oriented design using UML. (R. Pooley and P. Stevens,Addison-Wesley Longman, 1999)
 The Unified Modeling Language User Guide The definitive text on UML and its usefor describing object-oriented designs. There are 2 other associated texts - one is aUML reference manual, the other proposes an object-oriented development process(G. Booch, I. Jacobson and J. Rumbaugh, Addison-Wesley Longman, 1999)
 EXERCISES
 12.1 Explain why adopting an approach to design that is based on loosely coupledobjects that hide information about their representation should lead to adesign which may be readily modified.
 12.2 Using examples, explain the difference between an object and an object class.
 12.3 Under what circumstances might it be appropriate to develop a design whereobjects execute concurrently?
 12.4 Using the UML graphical notation for object classes, design the followingobject classes identifying attributes and operations. Use your own experienceto decide on the attributes and operations that should be associated with theseobjects.
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 • A telephone
 • A printer for a personal computer
 • A personal stereo system
 • A bank account
 • A library catalogue
 12.5 Develop the design of the weather station design in detail by proposinginterface descriptions of the objects shown in Figure 12.11. This may beexpressed in Java, in C++, or in the UML.
 12.6 Develop the design of the weather station to show the interaction between thedata collection subsystem and the instruments that collect weather data. Usesequence charts to show this interaction.
 12.7 Identify possible objects in the following systems and develop an object-oriented design for them. You may make any reasonable assumptions aboutthe systems when deriving the design.
 • A group diary and time management system is intended to support thetimetabling of meetings and appointments across a group of co-workers.When an appointment is to be made which involves a number of people, thesystem finds a common slot in each of their diaries and arranges theappointment for that time. If no common slots are available, it interacts withthe user to rearrange their personal diary to make room for the appointment.
 • A petrol (gas) station is to be set up for fully automated operation. Driversswipe their credit card through a reader connected to the pump, the card isverified by communication with a credit company computer and a fuel limitestablished. The driver may then take the fuel required. When fuel delivery iscomplete and the pump hose is returned to its holster, the driver’s credit cardaccount is debited with the cost of the fuel taken. The credit card is returnedafter debiting. If the card is invalid, it is returned by the pump before fuel isdispensed.
 12.8 Write precise interface definitions in Java or C++ for the objects you havedefined in Exercise 12.7.
 12.9 Draw a sequence diagram showing the interactions of objects in a group diarysystem when a group of people arrange a meeting.
 12.10 Draw a statechart showing the possible state changes in one or more of theobjects that you have defined in Exercise 12.7.



						
LOAD MORE                    

                                    


                
                    
                    
                                        
                

                

                        


                    

                                                    
                                Modern C++ Object-Oriented Programming - …manyi/teaching/c++/CPP_v1.1.pdf · Modern C++ Object-Oriented Programming ... Object-oriented programming ... – . 26

                            

                                                    
                                object oriented

                            

                                                    
                                Object-oriented design CSE 432: Object-Oriented Software Engineering

                            

                                                    
                                Object Oriented Programming and Object Oriented Design

                            

                                                    
                                Object Oriented Concepts -   · PDF fileObject Oriented Concepts. 2 2 ... • To explain the concepts of Object Oriented Technology ... Object Oriented Programming

                            

                                                    
                                7. Object-Oriented Programming - HMC Computerkeller/cs60book/ 7 Object-Oriented.pdf · 7. Object-Oriented Programming 7.1 Introduction This chapter describes object-oriented computing

                            

                                                    
                                Object-Oriented Programme 1 SSD3: Object-Oriented Programming and Design

                            

                                                    
                                Developing Object-Oriented PHP. PHP-Object Oriented Programming2 Object-Oriented Programming Object-oriented programming (OOP) refers to the creation

                            

                                                    
                                Structured versus object oriented methodologies - IS 321is321.yolasite.com/resources/Structured-versus-object-oriented... · Structured Versus Object Oriented Methodologies. METHODOLOGY

                            

                                                    
                                Object-Oriented Decomposition of Tire Characteristics ... · PDF fileObject-Oriented Decomposition of Tire ... 3 Object-oriented Tire Modeling ... Object-Oriented Decomposition of

                            

                                                    
                                Object-oriented Programming with PHP · Object-oriented Programming with PHP [2 ] Object-oriented programming Object-oriented programming is a popular programming paradigm where concepts

                            

                                                    
                                Object Oriented Analysis & Design. Outline Object Oriented Concepts and principals Object Oriented Analysis Object Oriented Design

                            

                                                    
                                OBJECT ORIENTED PROGRAMMING · UML Notation . . . 40 16. CRC Cards . . . 46 17. Object Oriented Class Relationships . . . 47 18. Object Oriented Aggregation . . . 48 19. Object Oriented

                            

                                                    
                                Object Oriented Software Development 2. C# object oriented programming basics

                            

                                                    
                                Learn Object Oriented Programming (OOP) in PHP · PDF fileLEARN OBJECT ORIENTED PROGRAMMING (OOP) IN PHP Learn Object Oriented Programming (OOP) in PHP Object-Oriented Programming

                            

                                                    
                                OBJECT ORIENTED METHODOLOGIES Week02 J.N.Kotuba SYST39409 - Object Oriented Methodologies 1

                            

                                                    
                                CS 3050 Object-Oriented Analysis and Design. Objectives What is “Object-Oriented?” Object-Oriented Approach Vs. Structured Approach How Has the Object-Oriented

                            

                                                    
                                Object-Oriented Programming. Objectives Distinguish between object-oriented and procedure-oriented design. Define the terms class and object. Distinguish

                            

                                                    
                                Introduction of Object-Oriented Programming Object ...courses/coe808/Truman/Lecture20.pdf · Introduction of Object-Oriented Programming Object-Oriented Programming in Java Object-Oriented

                            

                                                    
                                 · Web viewBCA305 :Object Oriented Programming and C++ (Core) Unit 1: Introduction-Object Orientation- object oriented development-Object oriented Methodology-Object oriented Models-Object

                            

                                                    
                                OBJECT ORIENTED REFACTORINGS structural equalities in object oriented programs Ref2-1 Refactorings 1.model refactoring 2.object oriented refactorings

                            

                                                    
                                COS 240 Object-Oriented Languages 5.1 Object-Oriented Design Object-oriented thinking begins with object-oriented design

                            

                                                    
                                Beyond Object-Oriented Technology: Where Current Object-Oriented …redmiles/publications/J002-FRW... · 2003-11-17 · Beyond Object-Oriented Technology 1 1. INTRODUCTION Object-oriented

                            

                                                    
                                Object-Oriented Systems Engineering (OOSE), the Object ... · Object-Oriented Systems Engineering (OOSE), the Object- ... • “OOSEM is also intended to ease integration with object-oriented

                            

                                                    
                                Introduction to Object Oriented Programming · 2020. 9. 12. · Introduction to Object Oriented Programming: Object-oriented vs Procedure-oriented Programming languages: 1. Object-oriented

                            

                                                    
                                Object-Oriented Programming-PHP - SCHOOL OF …...Object-Oriented Programming-PHP Object Oriented Concepts: Before we go in detail, lets define important terms related to Object Oriented

                            

                                                    
                                Object-Oriented Analysis (OOA) Object-Oriented Analysisdigital.cs.usu.edu/~xqi/Teaching/CS2450F08/Notes/Ch12.OOA.pdf · 1 1 Object-Oriented Analysis Xiaojun Qi 2 Object-Oriented Analysis

                            

                                                    
                                Object-Oriented programming 1 SSD3: Object-Oriented Programming and Design

                            

                                                    
                                OBJECT-ORIENTED PROGRAMMING - StudentsFocusstudentsfocus.com/notes/anna_university/2017/CSE...Java is object-oriented programming language. Everything in Java is an object. Object-oriented

                            

                                                    
                                CS6461-Object Oriented Programming Laboratory - … Semester/CS6461-Object... · CS6461-OBJECT ORIENTED PROGRAMMING LABORATORY OBJECTIVES: • To get a clear understanding of object-oriented

                            

                                                    
                                mysarkarinaukri.com€¦ · Unit 4: Programming and Object Oriented Programming Object Oriented Paradigm: Structured vs object oriented development, elements of object oriented programming,

                            

                                                    
                                Object-Oriented Databases Object Oriented Databases - ODBMS.org

                            

                                                    
                                CSE 1201 Object Oriented Programming Object Oriented Design

                            

                                                    
                                OBJECT-ORIENTED DESIGN JEAN SIMILIEN. WHAT IS OBJECT-ORIENTED DESIGN? Object-oriented design is the…

                            

                                                    
                                The Object-Oriented Paradigmkena/classes/5448/f12/lectures/02-oo... · The Object-Oriented Paradigm ... • Discuss important concepts of object-oriented programming ... • Object-Oriented

                            

                        
                    

                                    

            

        

    

















    
        
            
                	About us
	Contact us
	Term
	DMCA
	Privacy Policy



                	English
	Français
	Español
	Deutsch


            

        

        
            
                Copyright © 2022 VDOCUMENTS

            

                    

    








    


