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 Supplemental Information for “A Software Modeling Approach to Ontology Design via Extensions to ODM and OWL,” R. Saripalle, S. Demurjian, A. De La Rosa Algarin, and M. Blechner,” in International Journal On Semantic Web and Information Systems. Note: The figures in the format Figure *, where * is a numeral (i.e., Figure 1, etc.) are in the cited paper and the figures in the format Figure S* (i.e., Figure S1, etc.) belong to the current document. This document supplements the article published above with additional details regarding the employment of the Protégé tool to support the extension to OWL in Section 5. In Section A, we provide a brief overview of Protégé ontology editor, that is employed for prototyping the proposed OWL extensions. Next, in Section B, we introduce and discuss the first extension to OWL that adds Attribute as a means capture the characteristics of a class. Then, in Section C, a second extension to OWL that Domain Profile in order to capture domain specific generic concepts at the meta-model level (M2 in Figure 6 of the cited paper). With Attribute and Domain Profile in hand, Section D utilizes the Ontology Metadata Vocabulary (OMV) (Hastings, et al., 2011) to define Ontology Schema Associations to work with the first two extensions to define dependencies between ontology models.
 Section A: The Protégé Ontology Editor
 Protégé (Protege, 2012) is a free, open-source platform that provides a suite of tools to ontology developers for developing knowledge-based ontologies. Protégé implements a rich set of knowledge-modeling structures and actions that support the creation, visualization, and manipulation of ontologies in various representation formats such as Frames, RDF/RDFS, OWL, etc. Protégé is written in Java and heavily uses Java Swing API to create the complex user interface. Similar to Eclipse, Protégé can also be extended by way of plugin architecture and a Java-based API for building knowledge-based tools and applications. The tool is currently being developed and maintained by Stanford University in collaboration with the University of Manchester under the Mozilla Public License 1.1. The Protégé platform supports two main ways of developing ontologies. First, the Protégé-Frames editor enables users to build and populate ontologies that are frame-based, in accordance with the Open Knowledge Base Connectivity protocol (OKBC) (OKBC, 1995). Second, the Protégé-OWL editor enables ontologists to build ontologies for the Semantic Web, in particular OWL. Note that both of these ontology development approaches are at the instance level, which contrasts with our approach as presented in this dissertation. Nevertheless, Protégé is important since it allow us to realize our OWL modeling extensions within a working environment to demonstrate the capability and utility of our approach.
 In support of our proof-of-concept prototyping of our OWL extensions in the article cited above, the Protégé-OWL tool has a flexible architecture that makes it easy to configure and extend for various application and research activities. Protégé-OWL is also tightly integrated with Jena - an open source Java API for reading/writing/parsing OWL based ontologies. In the rest of the dissertation, references to Protégé/Protégé editor refer to Protégé-OWL editor and we exploit the plugin architecture of the Protégé editor for implementing the proposed OWL extensions. The extensions to Protégé editor can be achieved by implementing various types of plugins defined by Protégé such as: a Tab Widget which is the simplest type of plugin for achieving simple Protégé extensions where, the only two requirements are to subclass the AbstractTabWidget and implement the initialize method; a Slot Widget which is a complicated plugin implemented for complex process such as OWL ontology
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 visualization, OWL Fuzzy Logic, etc., where, the requirement is to subclass the AbstractSlotWidget class and implement various methods such as initialize, isSuitable, setEditable, etc.; and, an Export plugin which is used to provide an extensible mechanism for exporting standard Protégé knowledge bases in a various other formats, etc. We use Protégé to demonstrate the extensions in Sections 5.1, 5.2, and 5.3 of the paper cited above, for Attribute in Section B, Domain Profile in Section C, and Schema Associations in Section D, respectively.
 Section B: Protégé Extensions for OWL Attribute
 This section discusses the implementation of the proposed extension owl:Attribue in Section 5.1 of the above paper by exploiting the Protégé framework and its Java API, and by utilizing existing OWL meta-model entities via the Jena API and plugin architecture of the Protégé editor. For the prototype implementation of the owl:Attribue extension, we utilize existing OWL meta-model concepts and cast the proposed extension semantics on the concepts to achieve the desired OWL attribute extension. Figure S1 represents the addition of the Attribute Tab to the standard Protégé editor Properties Tab, which consists of a Property Browser that encompasses the Association, Datatype, Annotation and All tabs as shown in the Figure S1b and the Property Editor panel. The semantics defined for the owl:Attribute (Section 5.1 in the cited paper) element are checked when the ontologist selects the class range (third column, Figure S1b) for the selected attribute. If the defined owl:Attribute semantics are violated, the range selection throws a detailed error to the ontologist as shown in Figure S2.
 (a): owl:Attribute in Property Browser of Protégé editor.
 (b): hasValue as owl:Attribute with respective domain and range.
 Figure S1: owl:Attribute implementation in Protégé editor.
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 3
 The code required to generate the prototype UI extension is written in two Java files namely OWLAttributeSubpropertyPane and OWLAttributeSubpropertyRoot, which are placed in edu.stanford.smi.protegex.owl.ui.properties package that also holds the code for other property tabs (Figure S1). The code snippets for these implementations are shown in the Figure S3a and Figure S3b respectively. The algorithm to check for attribute semantics is added to UnionRangeClassesComponent java file contained in the edu.stanford.smi.protegex.owl.ui.properties.range package, with Figure S3c containing the sample code.
 Figure S2: Checking owl:Attribute semantics in Protégé framework.
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 package edu.stanford.smi.protegex.owl.ui.properties;……./* This class allows create and delete actions for Attribute */ public class OWLAttributeSubpropertyPane extends OWLSubpropertyPane {
 public OWLAttributeSubpropertyPane(OWLModel owlModel) {super(owlModel);
 }/* Action Methods for the Attribute Pane Figure 4.6b */
 protected Collection getActions() {ArrayList actions = new ArrayList();actions.add(getCreateOWLAttributeAction());actions.add(getCreateSubAttributeAction());getDeletePropertyAction().putValue(Action.SMALL_ICON,
 OWLIcons.getDeleteIcon("OWLAttribute"));return actions;
 }}
 (a): Snippet of OWLAttributeSubpropertyPane file. 
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 (b): Snippet of OWLAttributeSubpropertyRoot file.
 package edu.stanford.smi.protegex.owl.ui.properties;….../*This class renders the Attribute Tab (Figure 4.6)*/public class OWLAttributeSubpropertyRoot extends
 OWLPropertySubpropertyRoot {
 public OWLAttributeSubpropertyRoot(OWLModel owlModel) {super(owlModel, getTopLevelProperties(owlModel));
 }public boolean isSuitable(RDFProperty rdfProperty) {
 …….}public static Collection getTopLevelProperties(OWLModel owlModel) {
 Collection attributes = new ArrayList();….
 return attributes;}
 }
 Figure S3: Code for generating Attribute tab and checking semantics.
 package edu.stanford.smi.protegex.owl.ui.properties.range;…….public class UnionRangeClassesComponent extends JComponent {
 private ResourceSelectionAction addAction = new ResourceSelectionAction("Specialise Range", …{boolean isAttribute = false;
 /* Get the Selected Propoerty from the Property Browser */RDFProperty property = tableModel.getEditedProperty();Iterator<String> ita =labels.iterator();
 /* Check if the selected is an Attribute and check for the defined semantics */
 if(isAttribute){ …}}
 }(c): Snippet of UnionRangeClassesComponent file.
 The Web Ontology Language has been evolving since its inception in 2004, when OWL1 (OWL Guide, 2004) established itself as a standard for capturing domain knowledge. Since then, there has been work on transitioning to a next version, OWL2 (OWL 2, 2012), an improved framework by the addition of various description logic features, which we review in this section. First, OWL2 allows the specification of unique key constrains on properties. OWL2 has also introduced OWL2 Profiles that is a reduced version of OWL2 that trades expressive power for the efficiency of reasoning. There are three variants, OWL2 EL, OWL2 QL, and OWL2 RL, and the ontology developers can choose the required OWL2 Profile
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 based on the application requirements. Second, on the owl:ObjectProperty, ObjectExactCardinality is used to specify a constant cardinality on an association (owl:ObjectProperty) with existing features ObjectMinCardinality and ObjectMaxCardinality. The ReflexiveObjectProperty (IrreflexiveObjectProperty) which states that an association is reflexive (not reflexive) in nature, i.e., an instance of this association is connected (not connected) to itself. The SymmetricObjectProperty (AsymmetricObjectProperty) states that the association is symmetric (asymmetric) if an instance(I1) is connected through this association to another instance (I2), then I2 is also connected (not connected) by the same association to I1. The DisjointObjectProperties expresses disjointness among association similar to disjointness in OWL classes and ObjectPropertyChain for coupling multiple association. Third, for the owl:DatatypeProperty, OWL2 has introduced owl:SubDataPropertyOf allows one to state that one data property is included in another data property. The EquivalentDataProperties allows ontology developers to compare datatype properties. The DisjointDataProperties allows data property to be disjoint with each other and the FunctionalDataProperty axiom allows one to state that a data property to be functional. The DataPropertyDomain and DataPropertyRange allow restriction on domain and range accepted by the datatype property.
 From a practical perspective, the OWL standard has been employed as a framework to collect knowledge, enrich it with rich semantics, and automatically reason on the represented and generated knowledge graphs. The additional features stated in the previous paragraph that were introduced in OWL2 on associations (owl:objectProperty) and datatypes (owl:DatatypeProperty) are primarily used to enrich the knowledge represented by the ontology developers. However, from a meta-model perspective, it is clear that the fundamental definition and semantics of the core meta-modeling constructs (i.e., class (owl:Class), association (owl:ObjectProperty), and datatype elements (owl:DatatypeProperty) that are common between the two OWL versions, are built on the same fundamental description logic semantics (Baader, McGuinness, Nardi, & Patel-Schneider, 2005) as reviewed in Section 4 of the cited paper, has not changed or been influenced by the additional features in OWL2. Our proposed OWL extension owl:Attribute defined as a role to capture a characteristic owned (restricted semantics) by the class can be aligned with OWL2 as it shares the same meta-model constructs and its semantic definition. From the hierarchical layered approach, OWL2 can be placed at the same level as OWL1 at M2 layer (Figure 6 in the cited paper), as both the OWL versions share the same conceptual meta-model constructs, but OWL2 has richer semantics. Our proposed extension for Attribute will have the same role in terms of viewing a class as an aggregation of attributes in the both the OWL frameworks.
 Section C: Protégé Extension for OWL Domain Profiles
 This section discusses the implementation of the proposed extension of OWL Domain Profiles in Section 5.2 of the above paper. The sample ontology models shown in the Figures 10, 11, and 12 in Section 5.2 of the above paper are realized in the Protégé editor using the owl:Attribute extension, where: Figure S4a realizes the Diagnosis Ontology model (Figure 10); Figure S4b realizes the Test Ontology Model (Figure 11); and, Figure S4c realizes the Anatomy Ontology Model (Figure 12).
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 Class AssociationAttribute Datatype Attribute
 Figure S4: OWL implementation of the ontology models shown in Figure 10, 11 and 12.
 ….….
 ….
 (a) Diagnosis Ontology Model (c) Anatomy Ontology Model
 (b) Test Ontology Model
 To implement ODP within Protégé to support OWL ontology design that emphasizes models with abstract theory and type concepts (Figure 13 of the cited paper), we have taken two approaches. First, we have developed a Java based ODP-plugin for the Protégé editor that is used to define ODPs consisting of profile classes, attributes, object properties, and datatype properties (PC, PA, POP, and PDP). Second, the same plugin is converted into a standalone Java Swing UI based desktop application with the same functionality as that of Protégé plug-in, but primarily targeting non-Protégé editor ontology designers. This section discusses the first approach using Protégé ontology editor shown in Figure S5, where the ODP is seen as a new tab in the editor that augments the standard Protégé OWL tabs (Ontology, OWL Classes, Properties, Individual and Forms). The Protégé Tab plugin architecture (Section A) is employed for prototyping the ODP framework. The ODP-plugin consists of three tabs: Profile Tab that the ontology designer uses to define the identified abstract type concepts as shown in the Figure S5; the Mapping Tab that automatically loads the ontology knowledge base from the Protégé editor and allows imposing of the defined type concepts onto the ontology modeling concepts (Figure 14 in the cited paper) as shown in the Figure S6; and, the Abstract Theory Tab where the abstract theory is constructed, viewed as a graph and saved by
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 using the defined type concepts show in the Figure S7. The DomainProfileParser algorithm responds to various UI actions on the Protégé ODP tabs such as: creating new profile concepts and saving the profile with .odp extensions on the Profile Tab; associating profile concepts and saving as an abstract theory with .sedp extension on the Abstract Theory Tab; and, imposing defined profile concepts onto the ontology modeling concepts on the Mapping Tab, etc.
 The Profile Tab in Figure S5 allows ontology designer to define type concepts (Figure 13 in the cited paper) using four columns: Profile Class, Profile Attribute, Profile ObjectProperty and Profile DatatypeProperty. The tab also allows the ontology designer to add comments to the defined type concepts which are captured as rdfs:Comment as shown on the bottom left corner of the Figure S5, while simultaneously displaying any mapping of the selected type concepts onto the ontology modeling concepts as shown in the bottom right corner of Figure S5. The tab also displays other information such as name of the loaded profile and the workspace of the loaded profile as the ODP parser automatically searches this workspace for any mappings and abstract theories defined using the loaded profile. The Profile Tab auto-saves the loaded profile in the workspace with extensions .odp.
 Figure S5: Profile Tab - ODP Plugin-in for Protégé editor.
 The Abstract Theory Tab in Figure S6 allows the ontology designer to structure the abstract theory (Figure 13 in the cited paper) using the defined Profile concepts (Figures 16 – 19 in the cited paper) and visually renders the defined theory as graph where the nodes represents the Profile Class, the solid lines represents Profile ObjectProperty, the dotted-line represents Profile Attribute, and the grey dotted-lines represents the Profile DatatypeProperty. The ontologist can define multiple abstract theories using the same set of profile concepts. Figure S7 contains the implementation of the designed sample abstract theory (Figure 13 in the cited paper).
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 Figure S6: Abstract Theory Tab - ODP Plugin-in for Protégé editor.
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 Figure S7: Implementation of the Abstract Theory (Figure 13).
 <?xml version='1.0' encoding='UTF-8'?><rdf:RDF odp:base='http:\\www.uconn.edu\HOD2MLC Profile.odp'/>
 <odp:AbstractTherory><odp:ProfileObjectProperty odp:ID='hasSymptom'>
 <odp:ProfileDomain>Disease</odp:ProfileDomain><odp:ProfileRange>Symptom</odp:ProfileRange>
 </odp:ProfileObjectProperty>…………<odp:ProfileObjectProperty odp:ID='causedBy'>
 <odp:ProfileDomain>Disease</odp:ProfileDomain><odp:ProfileRange>Symptom</odp:ProfileRange>
 </odp:ProfileObjectProperty><odp:ProfileObjectProperty odp:ID='causedBy'>
 <odp:ProfileDomain>Disease</odp:ProfileDomain><odp:ProfileRange>Injury</odp:ProfileRange>
 </odp:ProfileObjectProperty><odp:ProfileObjectProperty odp:ID='hasDiagnostic'>
 <odp:ProfileDomain>Disease</odp:ProfileDomain><odp:ProfileRange>Diagnostic</odp:ProfileRange>
 </odp:ProfileObjectProperty>………………<odp:ProfileAttribute odp:ID='hasName'>
 <odp:ProfileDomain>Disease</odp:ProfileDomain><odp:ProfileRange>Name</odp:ProfileRange>
 </odp:ProfileAttribute>……………….<odp:ProfileDataTypeProperty odp:ID='hasMedicalName'>
 <odp:ProfileDomain>Name</odp:ProfileDomain><odp:ProfileRange>#xsd;String</odp:ProfileRange></odp:ProfileDataTypeProperty>
 </odp:AbstractTherory>
 The Mapping Tab in the Figure S8 allows the ontology designer to impose the defined profile concepts in the Profile Tab onto the ontology modeling concepts and allows saving of the mappings as a file with extension .omo. The parser automatically loads the knowledge base or the ontology already loaded in the Protégé editor by exploiting the underlying Protégé framework. Figure S9 shows the imposing of the defined abstract types concepts (Figure 13

Page 11
                        
                        

  Copyright © 2013 University of Connecticut, All rights reserved. S. Demurjian and R. Saripalle.
 11
 in the cited paper), their equivalent Profile concepts (Figure 16-19 cited in the paper) onto the implemented ontology models (Figure S3).
 Figure S8: Mapping Tab - ODP Plugin-in for Protégé editor.
 <?xml version='1.0' encoding='UTF-8'?><odp:ProfileMapping owl:base='http://www.owl-ontologies.com/
 Cardiology.owl# opd:base = 'HOD2MLC Profile File.odp'>
 <odp:Disease odp:isofType =‘General_Diseases'/>……..
 <odp:Disease odp:isofType =‘Mental_Disorders'/>`<odp:hasSymptom odp:isofType ='hasGeneralSymptoms'/>
 ………….<odp:hasSymptom odp:isofType ='hasNervousSystemSymptoms'/><odp:hasProcedure odp:isofType='hasGeneralProcedure'/>
 ………….< odp:hasProcedure odp:isofType='hasRespiratorySystemProcedure'/><odp:Symptom odp:isofType =‘General_Symptoms'/>
 ………<odp:Symptom odp:isofType =‘Other_Symptoms'/><odp:hasMedication odp:isofType='hasGeneralMedication'/>
 ………….< odp:hasMedication odp:isofType='hasMentalDisorderMedications'/><odp:Procedure odp:isofType=‘General_Procedures'/>
 ……..<odp:Procedure odp:isofType=‘Other_Procedures'/>
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 Figure S9: Imposing of Abstract Theory on the OWL ontology models.
 < odp:CausedBy odp:isofType =‘causedByBurns'/>………….
 <odp:CausedBy odp:isofType =‘causedByPosining'/><odp:Medication odp:isofType =‘General_Medication'/>
 ……..<odp:Medication odp:isofType =‘Metabolic_System_Medication'/><odp:hasTest odp:isofType ='hasGeneralTest'/>
 ………….< odp:hasTest odp:isofType ='haBloodTest'/><odp:Injury odp:isofType =‘General_Injuries'/>
 ……..< odp:Injury odp:isofType =‘Fracture'/><odp:hasDiagnostic odp:isofType =‘hasTheormoDiagnostic'/>
 ………….< odp:hasDiagnostic odp:isofType ='hasNuclearDiagnostic'/><odp:Test odp:isofType =‘General_test'/>
 ……..< odp:Test odp:isofType =‘Mental_Disorder_Test'/><odp:Diagnostic odp:isofType =‘General_Diagnostics'/>
 ……..< odp:Diagnostic odp:isofType =‘Nuclear_Medicine'/></odp:ProfileMapping>
 The DomainProfileParser algorithm (Figure 14b in the cited paper) also runs as a background process and performs the action of validating the imported ODP profile (with extension .odp), the mapping files between the ontology model and the profile (with extension .omo), and the abstract theory (with extension .sedp). The algorithm is written in Java and utilizes the Jena Java API to read/edit OWL ontologies. Some of the salient features of the algorithm are: automatic detection of mapping files (.omo) when both the domain profile and the ontology are loaded relative to the profile workspace; handling multiple mapping files; automatically loading abstract theories (.sedp) based on the loaded profile; loading of external ontology even when the Protégé editor is loaded, etc. The second approach of implementing the ODP (as stated at the beginning of the Section B), uses the same architectural design, graphical user interface, user actions, DomainProfileParser algorithm, workflow process, etc., as of Protégé plugin, but can be executed as a Java desktop application. The desktop application is instrumental for non-Protégé editor ontology designers.
 The Java code required to generate the OPD plugin is placed in the Protégé source code under the package name edu.stanford.smi.protegex.owl.profile, the UI of the framework is under edu.stanford.smi.protegex.owl.profile.ui.tab package and the underlying model is under edu.stanford.smi.protegex.owl.profile.model package. The ProfileTab Java file holds the UI logic and Figure S10 shows the sample code from the file. The model (which includes the DomainProfileParser) of the framework is captured using five Java files: OWLProfileMapping has the logic for parsing and saving the mapping between the Profile concepts and the ontology modeling entities whose code is shown in the
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 Figure S11; OWLProfileParser is responsible for parsing any imported ODP files (.odp) as shown in the Figure S12; OWLProfileSave saves the Profile file loaded into the workspace whose code is shown in the Figure S13; AbstractTheory creates, parses, and saves the abstract theories using the defined Profile type concepts and the code snippet is shown in Figure S14; and, AbstractTheoryVisualPanel helps the ontology designer to visualize the designed abstract theory whose code is shown in the Figure S15.
 package edu.stanford.smi.protegex.owl.profile.ui.tab;
 import ……../* Renders the Profile Tab on the Protégé Editor */public class ProfileTab extends AbstractTabWidget {
 public void initialize() {renderPanel()initKnowledgeBase();……….
 }public void renderPanel() {
 Properties resourceMap = new Properties();mainPanel = new javax.swing.JPanel();…..…..…../* Initialize the Profile Columns (Figure 4.20 and 4.22)*/private void initJList() { ….. }
 /* Initialize User Actions (Figure 4.20 and 4.22)*/private void addClassButtonMouseClicked() { ….. }private void addAttributeButtonMouseClicked() { ….. }…….private void importMappingButtonMouseClicked () { ….. }…….private void drawTheoryButtonMouseClicked() { ….. }private void savePatternButtonMouseClicked () { ….. }……..
 }}
 Figure S10: Code for generating Profile tab in Protégé editor.
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 package edu.stanford.smi.protegex.owl.profile.model;import ……../* The Class parses and saves the imposing of Profile Concepts on the
 Ontology Modeling elements as shown in Figure 4.13. */public class OWLProfileMapping {
 public OWLProfileMapping (String ontURI, String profileURI,Map<String,List<String>> mappings, File selectedMappingFile,
 String profileDir) throws Exception{…...}
 public OWLProfileMapping(File selectedMappingFile, String ontURI) throws Exception { …… }
 public OWLProfileMapping(File selectedMappingFile, String ontURI, Map<String,List<String>> mappings,String profileURI) throws Exception { ……. }
 /* When the Profile and Ontology Models are loaded into the tool, this functionautomatically scans for any existing mapping files*/
 private void checkMappingFiles() throws Exception { ….. }
 /* This function saves the mapping as .omo file when user clicks “Save Mapping” button on the Mapping Tab (Figure 4.21) */
 public void saveMapping() throws Exception { ….. }
 /* This function parses any existing mapping found my checkMappingFiles() or users imported mapping files by clicking on “Import Mappings” button on the Mapping Tab (Figure 4.21) */
 public void parseMapping() throws Exception { ….. }……….}
 Figure S11: Sample code for OWLProfileMapping.
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 package edu.stanford.smi.protegex.owl.profile.model;
 import ……../* This class parses any .odp files which contains ontologist
 defined Profile type concepts. */public class OWLProfileParser {
 /* This constructor is invoked to parse any .odp files, specifically “Import Profile” button on Profile Tab (Figure 4.20) and returns the parsed Profile type concepts. */
 public OWLProfileParser(File profileFile) throws Exception{ BufferedReader reader = new BufferedReader(new FileReader(profileFile));While((line = reader.readLine())!= null){……….if(line.contains("ProfileClass")){ ……..}elseif(line.contains("ProfileAttribute")){ ……..}elseif(line.contains("ProfileObjectProperty")){ ……..}elseif(line.contains("ProfileDataTypeProperty")){ ……..}
 }}
 Figure S12: Sample code for OWLProfileParser.
 package edu.stanford.smi.protegex.owl.profile.model;
 import ……../* This class saves any defined Profile type concepts into a new .odp file
 or any loaded Profile file. */public class OWLProfileSave{
 public OWLProfileSave(List<String> classNames, List<String> attributeNames, List<String> objectPropertyNames, List<String> datatypePropertyNames,String path, Map<String,String> comments){……..}
 /* This method is when the user clicks “Save Profile” button on the Profile Tab (Figure 4.20) */
 public void save () throws Exception { …………}
 }
 Figure S13: Sample code for OWLProfileSave.
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 package edu.stanford.smi.protegex.owl.profile.model;import ……..
 /* This class is responsible for ontologist action on the Abstract Theory Tab (Figure 4.22) */
 public class AbstractTheory{
 public AbstractTheory(List<String> objectStatements,List<String> attributeStatements, List<String> dataTypeStatements,String profileURI,File abstractTheoryFile) throws Exception{ ………..
 }public AbstractTheory(String profileURI,File spFile) throws Exception{ ….}
 /* This method is automatically called to check for previously defined Abstract Theory based on the loaded Profile */
 private void checkAbstractTheoryFiles(String profileDir)throws Exception {……}
 /* This method is called when “Save Theory” button is clicked on the Abstract Theory Tab */public void saveAbstractTheory() throws Exception { …… }
 /* This method is called when “Import Theory” button is clicked on the Abstract Theory Tab */public void parseAbstractTheory() throws Exception { …… }……….}
 Figure S14: Sample code for AbstractTheory.
  
 package edu.stanford.smi.protegex.owl.profile.model;import ……../* This class is called for Visual representation of the developed Abstract Theory */public class AbstractTheoryVisualPanel {
 public AbstractTheoryVisualPanel ( Map<String,List<String>> theoryLinksMap, List<String> associationDomainRanges,List<String> attributeDomainRanges, List<String> datatypesDomainRanges){………..}
 /* This method is called when the ontologist clicks “Render Theory” button on theAbtract Theory Tab (Figure 4.22)*/
 private void drawAbstractTheory() {…………}
 ……….}
 Figure S15: Sample code for AbstractTheoryVisualPanel .
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 OWL1 has been developed in three flavors (OWL Guide, 2004): OWL Lite, OWL DL, and OWL Full. OWL DL has become popular due the balance it maintains between description logic and decidable reasoning algorithms. The OWL DL provides an ontology developer with an excellent framework to embed the domain knowledge into an ontology and run powerful reasoning algorithm such as Racer (RacerPro, 2010), Pellet (Pellet, 2011), Hermit (Hermit, 2011), etc., to allow reasoning on the encoded knowledge and to deduce implicit knowledge by exploiting the description logic. However, the ontology developers and the description logic experts (i.e., researchers with expertise in description logic, particularly SHOIN (Baader, McGuinness, Nardi, & Patel-Schneider, 2005) have realized that not all of the applications require the complete set of OWL DL mechanics, but based on the application requirements, the ontology developers only utilizes a subset of the OWL DL semantics. This has directed the experts to choose and focus on a subset of different features of OWL DL allowing an ontologist to select the required subset of OWL DL on an application-by-application basis. This leads to faster execution of OWL ontology parsers, queries, and reasoning algorithms, since the full spectrum of OWL1 semantics are not utilized. The introduction of OWL2 provides an introduction of three types of OWL profiles. First OWL2 EL for applications employing ontologies that contain very high numbers of properties and/or classes. This profile captures the expressive power used by many such ontologies and is a subset of OWL2 for which the basic reasoning problems can be performed in time that is polynomial with respect to the size of the ontology. Second, OWL2 QL is a conjunctive query answering capability that can be implemented using conventional relational database systems. Using a suitable reasoning technique, sound and complete conjunctive query answering can be performed with respect to the size of the data (assertions). Third, OWL 2 RL systems can be implemented using rule-based reasoning engines. The ontology consistency, class expression satisfiability, class expression subsumption, instance checking, and conjunctive query answering problems can be solved in time that is polynomial with respect to the size of the ontology. The RL acronym reflects the fact that reasoning in this profile can be implemented using a standard Rule Language. All of these new OWL Profiles are based on OWL2 DL semantics and share the same OWL meta-model definition. The OWL Domain Profile (ODP) developed in this dissertation proposed the concept from the perspective of domain modeling to capture domain specific generic concept as exemplified in Figure 13 of the cited paper. In comparing our ODP with OWL2 Profiles (OWL-P), they both have different perspective at the conceptual level (the fundamental idea, where ODP captures abstract concepts, while OWL Profile eases functionality of the OWL) and at the implementation level (the implementation methodology, where ODP ia the meta-model level, while OWL Profiles which are subset of OWL are the domain model level). The OWL-P subsets the OWL2 features (i.e., class and property expressions, disjointness, assertions, etc.) and the ontology developer selects an OWL Profile based on the application requirements. However, all of the three OWL-P variants are developed on the core modeling concepts of OWL2 framework as shown in Figure S16. Conversely, ODP captures generic modeling concepts of a given domain at the meta-model level, which can be leveraged for developing multiple domain ontology models as shown in Figure S5, S6 and S8. The ODP utilizes the same core conceptual OWL framework constructs (i.e., Class, Attribute, ObjectProperty and DatatypeProperty) as OWL-P to define its own modeling elements as shown in the Figure S16.

Page 18
                        
                        

  Copyright © 2013 University of Connecticut, All rights reserved. S. Demurjian and R. Saripalle.
 18
 OWL meta-model
 OWL 2 EL OWL 2 QL OWL 2 RL ODP
 Figure S16: Comparison of OWL 2 Profile with ODP.
 Further, in ODP, the abstract theory acts a meta-schema (Figure 13 in the cited paper) for the OWL realized domain ontology model (Figure S4) with the concepts domain specific meta-modeling entities at the meta-model level, while OWL-P are more focused on providing restricted semantics to express model concepts at the domain model level. As a result, ODP and OWL-P can act at different conceptual and practical perspective and share the same meta-model as shown in Figure S16. ODP can work with OWL2 Profile variants and can be impose its type concepts onto any ontology model developed using OWL. For example, OWL2 DL can be utilized for encoding UMLS knowledge to understand the systems knowledge accuracy and consistency in representing the medical concepts, while OWL2 EL Profile has been employed for studying SNOMED-CT terminology. In ODP, a standard common medical abstract theory as given in Figure 13 of the cited paper or the UMLS Semantic Network can be captured in ODP and used to develop these two medical knowledge bases or any other health care knowledge system at a higher conceptual level for reuse across HIT systems. Section D: Protégé Extension for Ontology Schema Associations The implementation of the Ontology Schema Associations for Section 5.3, Figure 21 of the above paper is shown in Figure S17, where: Figure S17a renders a subset of OMV concepts in OWL; Figure S17b shows “Diagnosis_Ontology”, “Tests_Ontology” and “Anatomy_Ontology” as instances of OMV concept Ontology; and, Figure S17c shows the various properties of “Diagnosis_Ontology” including the schema associations hasTests and effects with Test and Anatomy ontology models.
 By separating the domain model into multiple models, the individual pieces of the domain model can be reused in multiple HIT systems, much as a subset of a UML class diagram can be utilized in different solutions of a domain. This in contrast with a single ontology that may either be unable to represent the knowledge requirement of the system, to make queries that start at a lower depth of an ontology tree and need to upward and across, and of being pulled apart easily to be reused in other contexts. In addition to providing modularity and knowledge reuse, ontology schema associations assist the user to identify required knowledge sources through ontological relationships for RT’s (Section 2 in the cited paper). For instance, while users such as clinical researcher, physician, medical specialist, etc., are researching on side effects of hyperglycemic agents on CHF and Diabetes (RT 2.B,) using the Diagnosis Ontology, the researcher might be interested in also knowing the various tests which can be performed for conducting statistical analysis. The schema association hasTest between Diagnosis and Test ontologies assists the researcher in identifying the appropriate
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 information for obtaining medical test knowledge. Similarly, for finding the physical impact of Diabetes while using metformin (RT 3.A) can be explored using knowledge captured in an Anatomy ontology related to Diagnosis ontology via. Ontology Schema Associations that are similar to package imports and class diagrams in UML and schema reference in XML. OWL also has the ability to reference other ontologies, but with OMV, ontology designers can define customized ontology relationships between OMV concepts across multiple ontology models.
 Figure S17: OWL Implementation of hasTests and effects Schema Associations.
 (a): OMV Model in OWL.
 (b): Instances of “Ontology” Class concepts.
 (c): Association and Attributes of Diagnosis Ontology, Anatomy Ontology
 and Test Ontology.
   The OWL1 framework with description logic allows ontology developers to express knowledge and attach rich semantics to the defined concepts. However, the framework only provides minimal support to attach meta-data about ontology and lack richer semantic concepts (such as OMV concepts) that could express knowledge about the ontology. In the initial release, OWL1 predefined a limited number of ontology properties such as: owl:imports captures information about the ontology version information; owl:priorVersion states that the current ontology has a prior ontology version; owl:backwardCompatibleWith contains a reference to another ontology that identifies compatibility between the current
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 ontology and referred another ontology; owl:incompatibleWith contains a reference to another ontology that identifies incompatibility between the current ontology and referred another ontology, etc. These properties are the instances of OWLOnotlogyProperty class concept in the ODM meta-model as shown in the Figure 5 (see Section 4 of the cited paper). The ontology designers could define customized annotation properties by instantiating owl:AnnotationProperty that is equivalent to OWLAnnotationProperty in ODM meta-model, but with restricted constraints (OWL Guide, 2004) on this property that does not allow ontology developers to realize the OMV model concepts as annotation properties to describe an ontology.
 The OWL2 framework supports the predefined ontology annotation properties defined in OWL1, but also revamps owl:AnnotationProperty property with additional semantics not defined in OWL1 that allows ontology designers to define annotations assertions, annotations domain values and annotations range values similar to owl:ObjectProperty. For example, the schema associations hasTests (effects) between Diagnosis and Test (Anatomy) which are of type OntologyDomain as shown in Figure 21 (in the cited paper) can be realized as owl:AnnotationProperty with both domain and range value OntologyDomain. As the current OWL1 framework doesn’t allow such semantics, in the current implementation, these association are realized using owl:ObjectProperty as shown in Figure S17. Similarly, the association between OMV concepts such as hasDomain between Ontology and OntologyDomain classes can be realized with owl:AnnotationProperty. Even though the Ontology Schema Association can be realized using the current implementation of owl:ObjectProperty (Figure S17) or by using owl:AnnotationProperty with OWL2, the process of defining the ontology schema association using OMV model (Figure 20 of the cited paper) will be same. However, it would make more sense in using owl:AnnotationProperty provided by OWL2 framework as they are defined to provide human readable annotation to various concepts of the ontology.
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