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Overview

SAS/ACCESS 9.2 for Relational Databases has these new features and
enhancements:

3  In the second maintenance release for SAS 9.2, “SAS/ACCESS
Interface to Greenplum” on page xvi and “SAS/ACCESS Interface to
Sybase IQ” on page xviii are new. In the December 2009 release,
“SAS/ACCESS Interface to Aster nCluster” on page xiv is new.

3  Pass-through support is available for database management
systems (DBMSs) for new or additional SAS functions. This support
includes new or enhanced function for the SQL_FUNCTIONS= LIBNAME
option, a new SQL_FUNCTIONS_COPY= LIBNAME option for specific
DBMSs, and new or enhanced hyperbolic, trigonometric, and dynamic
SQL dictionary functions. For more information, see the
“SQL_FUNCTIONS= LIBNAME Option” on page 186, “SQL_FUNCTIONS_COPY=
LIBNAME Option” on page 189, and “Passing Functions to the DBMS
Using PROC SQL” on page 42.

3 

 You can create temporary tables using DBMS-specific syntax
with the newDBMSTEMP= LIBNAME option for most DBMSs. For more
information, see the “DBMSTEMP= LIBNAME Option” on page 131.

3  SAS/ACCESS supports additional hosts for existing DBMSs.
For more information, see Chapter 9, “SAS/ACCESS Features by Host,”
on page 75.

3   You can use the new SAS In-Database technology to
generate a SAS_PUT() function that lets you execute PUT function
calls inside Teradata, Netezza, and DB2 under UNIX. You can also
reference the custom formats that you create by using PROC FORMAT
and most formats that SAS supplies. For more information, see
“Deploying and Using SAS Formats in Teradata” on page 816,
“Deploying and Using SAS Formats in Netezza” on page 634, and
.

3  In the second maintenance release for SAS 9.2, you can use
the new SAS

In-Database technology to run some Base SAS and SAS/STAT procedures
insideTeradata, DB2 under UNIX and PC Hosts, and Oracle. For more
information, see Chapter 8, “Overview of In-Database Procedures,”
on page 67.

3  In the third maintenance release for SAS 9.2, three
additional Base SAS procedures have been enhanced to run inside the
database: REPORT, SORT, and TABULATE. Three additional SAS/STAT
procedures have been enhanced to run

8/17/2019 sas access.pdf

xiv   What’s New 

inside the database: CORR, CANCORR, and FACTOR. In addition, the
Base SAS procedures can be run now inside Oracle and DB2 UNIX and
PC Hosts. For more information, see Chapter 8, “Overview of
In-Database Procedures,” on page 67.

3  The second maintenance release for SAS 9.2 contains
“Documentation Enhancements” on page xx.

All Supported SAS/ACCESS Interfaces to Relational Databases These
options are new.

3   AUTHDOMAIN= LIBNAME option

3  DBIDIRECTEXEC= system option, including DELETE
statements

3  brief trace capability (’,,,db’ flag) on the SASTRACE=
system option

To boost performance when reading large tables, you can set the
OBS= option to limit the number of rows that the DBMS returns to
SAS across the network.

Implicit pass-through tries to reconstruct the textual
representation of a SAS SQL query in database SQL syntax. In the
second maintenance release for SAS 9.2, implicit pass-through is
significantly improved so that you can pass more SQL code down to
the database. These textualization improvements have been
made.

3  aliases for:

3  inline views

3  SQL views

3  expressions that use the CALCULATED keyword

3  SELECT, WHERE, HAVING, ON, GROUP BY, and ORDER BY
clauses

3  more deeply nested queries or queries involving multiple
data sources

3  PROC SQL and ANSI SQL syntax

SAS/ACCESS Interface to Aster   n Cluster

In the December 2009 release for SAS 9.2, SAS/ACCESS Interface to
Aster  nCluster is a new database engine that runs on specific
UNIX and Windows platforms. SAS/ACCESS Interface to Aster
 nCluster provides direct, transparent access to Aster
nCluster databases through LIBNAME statements and the SQL
pass-through facility.

 You can use various LIBNAME statement options and data set
options that the LIBNAME engine supports to control the data that
is returned to SAS.

For more information, see Chapter 14, “SAS/ACCESS Interface to
Aster  nCluster,” on page 439 and “SAS/ACCESS Interface to
Aster  nCluster: Supported Features” on page 75.

In the third maintenance release for SAS 9.2, these options are new
or enhanced:

3 

SAS/ACCESS Interface to DB2 under UNIX and PC Hosts

These options are new or enhanced.

3  FETCH_IDENTITY= LIBNAME and data set options

3  automatically calculated INSERTBUFF= and READBUFF= LIBNAME
options for use with pass-through
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3 

SQLGENERATION= LIBNAME and system option (in the third maintenance
release for SAS 9.2)

These bulk-load data set options are new:

3  BL_ALLOW_READ_ACCESS=

3  BL_ALLOW_WRITE_ACCESS=

3  BL_CPU_PARALLELISM=

3  BL_DISK_PARALLELISM=

3  BL_EXCEPTION=

3  BL_PORT_MAX=

3  BL_PORT_MIN=

BLOB and CLOB data types are new. In the third maintenance release
for SAS 9.2, this new feature is available.

3   You can use the new SAS In-Database technology to run
these Base SAS procedures inside DB2 under UNIX and PC Hosts:

3  FREQ

3  RANK 

3  REPORT

3  SORT

3  SUMMARY/MEANS

3  TABULATE

These procedures dynamically generate SQL queries that reference
DB2 SQL functions. Queries are processed and only the result set is
returned to SAS for the remaining analysis.

For more information, see Chapter 8, “Overview of In-Database
Procedures,” on page 67 and the specific procedure in the
 Base SAS Procedures Guide.

SAS/ACCESS Interface to DB2 under z/OS

These options are new or enhanced.

3  DB2CATALOG= system option

3  DB2 parallelism through the DEGREE= data set option

3  LOCATION= connection, LIBNAME, and data set options

The BLOB and CLOB data types are new.

In the third maintenance release for SAS 9.2, SAS/ACCESS Interface
to DB2 under z/OS included many important overall enhancements,
such as:

3  significant performance improvements

3  improved buffered reads

3  improved bulk-loading capability

3  improved error management, including more extensive tracing
and the ability to retrieve multiple error messages for a single
statement at once
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3  database read-only access support

IBM z/OS is the successor to the IBM OS/390 (formerly MVS)
operating system. SAS/ACCESS 9.1 and later for z/OS is supported on
both OS/390 and z/OS operating

systems. Throughout this document, any reference to z/OS also
applies to OS/390 unless otherwise stated.

SAS/ACCESS Interface to Greenplum

In the October 2009 release for SAS 9.2, SAS/ACCESS Interface to
Greenplum is a new database engine that runs on specific UNIX and
Windows platforms. SAS/ACCESS Interface to Greenplum provides
direct, transparent access to Greenplum databases through LIBNAME
statements and the SQL pass-through facility. You can use various
LIBNAME statement options and data set options that the LIBNAME
engine supports to control the data that is returned to SAS.

For more information, see Chapter 17, “SAS/ACCESS Interface to
Greenplum,” on page 533 and “SAS/ACCESS Interface to Greenplum:
Supported Features” on page 77.

SAS/ACCESS Interface to HP Neoview

 You can use the new BULKEXTRACT= LIBNAME and data set
options, as well as these new data set options for bulk loading and
extracting:

3  BL_BADDATA_FILE=

3  BL_DATAFILE=

3  BL_DELIMITER=

3  BL_DISCARDS=

3  BL_ERRORS=

3  BL_DELETE_DATAFILE=

3  BL_FAILEDDATA=

3  BL_HOSTNAME=

3  BL_NUM_ROW_SEPS= LIBNAME and data set options (in the third
maintenance release for SAS 9.2)

3  BL_PORT=

3  BL_RETRIES=

3  BL_ROWSETSIZE=

3  GLOBAL and SHARED options for the CONNECTION= LIBNAME
option

3  DBSASTYPE= data set option

3  DBDATASRC environmental variable

3  support for special characters in naming conventions

SAS/ACCESS Interface to MySQL

SAS/ACCESS Interface to Netezza

The BULKUNLOAD= LIBNAME option is new. In the third maintenance
release for SAS 9.2, you can specify a database other than

SASLIB in which to publish the SAS_COMPILEUDF function. If you
publish the SAS_COMPILEUDF function to a database other than
SASLIB, you must specify that database in the new COMPILEDB
argument for the %INDNZ_PUBLISH_FORMATS macro.

In the third maintenance release for SAS 9.2, the SAS_PUT( )
function supports UNICODE (UTF8) encoding.

In the June 2010 release, the SAS/ACCESS Interface to Netezza
supports the

Netezza TwinFin system. The new Netezza TwinFin system adds
supports for sharedlibraries. The shared library technology makes
the scoring functions more efficient and robust. In addition, the
use of SFTP for file transfer during the format publishing process
has been replaced with the Netezza External Table Interface.

SAS/ACCESS Interface to ODBC

These items are new.

3  LOGIN_TIMEOUT= LIBNAME option

3  READBUFF= data set option, LIBNAME option, and pass-through
support for

improved performance

These items are new.

3  GLOBAL and SHARED options for the CONNECTION= LIBNAME
option

3  BULKLOAD= data set option

3  DBTYPE_GUID and DBTYPE_VARIANT input data types
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SAS/ACCESS Interface to Oracle

These items are new.

3   ADJUST_BYTE_SEMANTIC_COLUMN_LENGTHS=,
 ADJUST_NCHAR_COLUMN_LENGTHS=, DB_LENGTH_SEMANTICS_BYTE=,
DBCLIENT_MAX_BYTES=, and DBSERVER_MAX_BYTES= LIBNAME options

for more flexible adjustment of column lengths with CHAR, NCHAR,
VARCHAR, and NVARCHAR data types to match encoding on both database
and client servers

3  BL_DELETE_ONLY_DATAFILE= data set option

3  GLOBAL and SHARED options for the CONNECTION= LIBNAME
option

3  OR_ENABLE_INTERRUPT= LIBNAME option

3  function and default value for SHOW_SYNONYMS LIBNAME
option

3  SQLGENERATION= LIBNAME and system option (in the third
maintenance release for SAS 9.2)

3 

In the third maintenance release for SAS 9.2, you can use the new
SAS In-Database technology feature to run these Base SAS procedures
inside Oracle:

3  FREQ

3  RANK 

3  REPORT

3  SORT

3  SUMMARY/MEANS

3  TABULATE

These procedures dynamically generate SQL queries that reference
Oracle SQL functions. Queries are processed and only the result set
is returned to SAS for the remaining analysis.

For more information, see Chapter 8, “Overview of In-Database
Procedures,” onpage 67 and the specific procedure in the  Base
SAS Procedures Guide.

SAS/ACCESS Interface to Sybase

3  SQL_FUNCTIONS= and SQL_FUNCTIONS_COPY=

3  SQL_OJ_ANSI=

Pass-through support is available for new or additional SAS
functions, including hyperbolic, trigonometric, and dynamic SQL
dictionary functions.

SAS/ACCESS Interface to Sybase IQ

In the December 2009 release for SAS 9.2, SAS/ACCESS Interface to
Sybase IQ is a new database engine that runs on specific UNIX and
Windows platforms. SAS/ACCESS Interface to Sybase IQ provides
direct, transparent access to Sybase IQ databases through LIBNAME
statements and the SQL pass-through facility. You can use
various
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LIBNAME statement options and data set options that the LIBNAME
engine supports to control the data that is returned to SAS.

For more information, see Chapter 27, “SAS/ACCESS Interface to
Sybase IQ,” on page 763 and “SAS/ACCESS Interface to Sybase IQ:
Supported Features” on page 84.

SAS/ACCESS Interface to Teradata These options are new or
enhanced.

3  BL_CONTROL= and BL_DATAFILE= data set options

3  GLOBAL and SHARED options for the CONNECTION= LIBNAME
option

3  DBFMTIGNORE= system option for bypassing Teradata data type
hints based on numeric formats for output processing (in the second
maintenance release for SAS 9.2)

3  DBSASTYPE= data set option

3  FASTEXPORT= LIBNAME options

3  MODE= LIBNAME option (in the second maintenance release for
SAS 9.2)

3 

MULTISTMT= LIBNAME and data set option 3  QUERY_BAND= LIBNAME
and data set options

3  SQLGENERATION= LIBNAME and system option (in the second
maintenance release for SAS 9.2)

3  The Teradata Parallel Transporter (TPT) application
programming interface (API) is now supported for loading and
reading data using Teradata load, update, stream, and export
drivers. This support includes these new options:

3  TPT= LIBNAME and data set options

3  TPT_APPL_PHASE= data set option

3  TPT_BUFFER_SIZE= data set option

3  TPT_CHECKPOINT= data set option

3  TPT_DATA_ENCRYPTION= data set option 3 
TPT_ERROR_TABLE_1= data set option

3  TPT_ERROR_TABLE_2= data set option

3  TPT_LOG_TABLE= data set option

3  TPT_MAX_SESSIONS= data set option

3  TPT_MIN_SESSIONS= data set option

3  TPT_PACK= data set option

3  TPT_PACKMAXIMUM= data set option

3  TPT_RESTART= data set option

3  TPT_TRACE_LEVEL= data set option

3 

3 

TPT_WORK_TABLE= data set option

3  LDAP function for the USER= and PASSWORD= connection
options in the LIBNAME statement

 You can use a new SAS formats publishing macro,
%INDTD_PUBLISH_FORMATS, and a new system option, SQLMAPPUTTO, to
generate a SAS_PUT() function that enables you to execute PUT
function calls inside the Teradata EDW. You can also
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reference the custom formats that you create by using PROC FORMAT
and most of the formats that SAS supplies.

In the second maintenance release for SAS 9.2, this new feature is
available.

3   You can use the new SAS In-Database technology to run
these Base SAS and SAS/STAT procedures inside the Teradata
Enterprise Data Warehouse (EDW):

3  FREQ

3  PRINCOMP

3  RANK 

3  REG

3  SCORE

3  SUMMARY/MEANS

3   VARCLUS

These procedures dynamically generate SQL queries that reference
Teradata SQL functions and, in some cases, SAS functions that are
deployed inside Teradata. Queries are processed and only the result
set is returned to SAS for the remaining analysis.

For more information, see Chapter 8, “Overview of In-Database
Procedures,” on

page 67 and the specific procedure in either the  Base SAS
Procedures Guide  or the SAS Analytics Accelerator for
Teradata: User’s Guide.

In the third maintenance release for SAS 9.2, these procedures have
been enhanced to run inside the Teradata EDW:

3  CORR

3  CANCORR

3  FACTOR

3  REPORT

3  SORT

3  TABULATE

In the third maintenance release for SAS 9.2, the SAS_PUT( )
function supports UNICODE (UCS2) encoding.

Documentation Enhancements

In addition to information about new and updated features, this
edition of   SAS/ACCESS for Relational Databases:
Reference includes information about these items:

3  BL_RETURN_WARNINGS_AS_ERRORS= data set option

3  DB_ONE_CONNECT_PER_THREAD data set option for Oracle (in
the third maintenance release for SAS 9.2)

3  DBSERVER_MAX_BYTES= LIBNAME option for Oracle and
Sybase

3  SESSIONS= and LIBNAME and data set options for
Teradata

3  special queries for data sources and DBMS info for DB2
under UNIX and PC Hosts and ODBC“Special Catalog Queries” on page
664

3  significant performance improvement when you work with
large tables by using the OBS= option to transmit a limited number
of rows across the network

3  the importance of choosing the degree of numeric precision
that best suits your business needs
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This document provides conceptual, reference, and usage information
for the SAS/ACCESS interface to relational database management
systems (DBMSs). The information in this document applies generally
to all relational DBMSs that SAS/ACCESS software supports.

Because availability and behavior of SAS/ACCESS features vary from
one interface to another, you should use the general information in
this document with the DBMS-specific information in reference
section of this document for your SAS/ACCESS interface.

This document is intended for applications programmers and end
users with these skills:

3  They are familiar with the basics of their DBMS and its SQL
(Structured Query Language).

3  They know how to use their operating environment.

3  They can use basic SAS commands and statements.

Database administrators might also want to read this document to
understand how to implement and administer a specific
interface.
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Methods for Accessing Relational Database Data

SAS/ACCESS Interface to Relational Databases is a family of
interfaces—each licensed separately—with which you can interact
with data in other vendor databases from within SAS. SAS/ACCESS
provides these methods for accessing relational DBMS data.

3   You can use the LIBNAME statement to assign SAS
librefs to DBMS objects such as schemas and databases. After you
associate a database with a libref, you can use a SAS two-level
name to specify any table or view in the database. You can then
work with the table or view as you would with a SAS data set.

3   You can use the SQL pass-through facility to interact
with a data source using its native SQL syntax without leaving your
SAS session. SQL statements are passed directly to the data source
for processing.

3   You can use ACCESS and DBLOAD procedures for indirect
access to DBMS data.  Although SAS still supports these
procedures for database systems and environments on which they were
available for SAS 6, they are no longer the recommended method for
accessing DBMS data.

See “Selecting a SAS/ACCESS Method” on page 4 for information about
when to use

each method. Not all SAS/ACCESS interfaces support all of these
features. To determine which

features are available in your environment, see “Introduction” on
page 75.

Selecting a SAS/ACCESS Method

Methods for Accessing DBMS Tables and Views

In SAS/ACCESS, you can often complete a task in several ways. For
example, youcan access DBMS tables and views by using the LIBNAME
statement or the SQL pass-through facility. Before processing
complex or data-intensive operations, you might want to test
several methods first to determine the most efficient one for your
particular task.

SAS/ACCESS LIBNAME Statement Advantages

 You should use the SAS/ACCESS LIBNAME statement for the
fastest and most direct method of accessing your DBMS data except
when you need to use SQL that is not ANSI-standard. ANSI-standard
SQL is required when you use the SAS/ACCESS

library engine in the SQL procedure. However, the SQL pass-through
facility accepts all SQL extensions that your DBMS provides.

Here are the advantages of using the SAS/ACCESS LIBNAME
statement.

3  Significantly fewer lines of SAS code are required to
perform operations on your DBMS. For example, a single LIBNAME
statement establishes a connection to your DBMS, lets you specify
how data is processed, and lets you easily view your DBMS tables in
SAS.

3   You do not need to know the SQL language of your DBMS
to access and manipulate data on your DBMS. You can use such SAS
procedures as PROC SQL
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or DATA step programming on any libref that references DBMS data.
You can read, insert, update, delete, and append data. You can also
create and drop DBMS tables by using SAS syntax.

3  The LIBNAME statement gives you more control over DBMS
operations such as locking, spooling, and data type conversion
through the use of LIBNAME and data set options.

3  The engine can optimize processing of joins and WHERE
clauses by passing them directly to the DBMS, which takes advantage
of the indexing and other processing capabilities of your DBMS. For
more information, see “Overview of Optimizing

 Your SQL Usage” on page 41.

3  The engine can pass some functions directly to the DBMS for
processing.

SQL Pass-Through Facility Advantages

Here are the advantages of using the SQL pass-through
facility.

3   You can use SQL pass-through facility statements so
the DBMS can optimize queries, particularly when you join tables.
The DBMS optimizer can take advantage of indexes on DBMS columns to
process a query more quickly and efficiently.

3  SQL pass-through facility statements let the DBMS optimize
queries when queries have summary functions (such as AVG and
COUNT), GROUP BY clauses, or columns that expressions create (such
as the COMPUTED function). The DBMS optimizer can use indexes on
DBMS columns to process queries more rapidly.

3  On some DBMSs, you can use SQL pass-through facility
statements with SAS/AF applications to handle transaction
processing of DBMS data. Using a SAS/AF application gives you
complete control of COMMIT and ROLLBACK transactions. SQL
pass-through facility statements give you better access to DBMS
return codes.

3  The SQL pass-through facility accepts all extensions to
ANSI SQL that your DBMS provides.

SAS/ACCESS Features for Common Tasks

Here is a list of tasks and the features that you can use to
accomplish them.

Table 1.1   SAS/ACCESS Features for Common Tasks

Task SAS/ACCESS Features

LIBNAME statement*

 View descriptors**

Update, delete,
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Task SAS/ACCESS Features

 Append data to

LIBNAME statement and SAS Explorer window*

LIBNAME statement and DATASETS procedure*

LIBNAME statement and CONTENTS procedure*

List DBMS tables

LIBNAME statement and SQL procedure DROP TABLE statement*

LIBNAME statement and DATASETS procedure DELETE statement*

DBLOAD procedure with SQL DROP TABLE statement

Delete DBMS

* LIBNAME statement refers to the SAS/ACCESS LIBNAME
statement.

** View descriptors refer to view descriptors that are created in
the ACCESS procedure.

SAS Views of DBMS Data

SAS/ACCESS enables you to create a SAS view of data that exists in
a relational database management system. A  SAS data view
 defines a virtual data set that is named and stored for later
use. A view contains no data, but rather describes data that is
stored elsewhere. There are three types of SAS data views:

3   DATA step views are stored, compiled DATA step
programs.

3   SQL views are stored query expressions that read
data values from their underlying files, which can include SAS data
files, SAS/ACCESS views, DATA step

 views, other SQL views, or relational database data.

3   SAS/ACCESS views (also called view descriptors)
describe data that is stored in DBMS tables. This is no longer a
recommended method for accessing relational DBMS data. Use the
CV2VIEW procedure to convert existing view descriptors into SQL
views.

 You can use all types of views as inputs into DATA steps and
procedures. You can specify views in queries as if they were
tables. A view derives its data from the tables or views that are
listed in its FROM clause. The data accessed by a view is a subset
or superset of the data in its underlying table(s) or
view(s).

 You can use SQL views and SAS/ACCESS views to update their
underlying data if  the view is based on only one DBMS table
or if it is based on a DBMS view that is based on only one DBMS
table and if the view has no calculated fields. You cannot use DATA
step views to update the underlying data; you can use them only to
read the data.

 Your options for creating a SAS view of DBMS data are
determined by the SAS/ACCESS feature that you are using to access
the DBMS data. This table lists the recommended methods for
creating SAS views.
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Table 1.2   Creating SAS Views

Feature You Use to Access DBMS Data SAS View Technology You Can
Use

SAS/ACCESS LIBNAME statement SQL view or DATA step view of the DBMS
table

SQL Pass-Through Facility SQL view with CONNECTION TO
component

Choosing Your Degree of Numeric Precision

Factors That Can Cause Calculation Differences

Different factors affect numeric precision. This issue is common
for many people, including SAS users. Though computers and software
can help, you are limited in how precisely you can calculate,
compare, and represent data. Therefore, only those people who
generate and use data can determine the exact degree of precision
that suits their

enterprise needs.  As you decide the degree of precision that
you want, you need to consider that these

system factors can cause calculation differences:

3  hardware limitations

3  different software or different versions of the same
software

3  different database management systems (DBMSs)

These factors can also cause differences:

3  the use of finite number sets to represent infinite real
numbers

3  how numbers are stored, because storage sizes can
vary

 You also need to consider how conversions are performed—on,
between, or across any of these system or calculation
factors.

Examples of Problems That Result in Numeric Imprecision

Depending on the degree of precision that you want, calculating the
value of r can result in a tiny residual in a floating-point unit.
When you compare the value of  r to 0.0, you might
find that r≠0.0. The numbers are very close but not equal. This
type of  discrepancy in results can stem from problems in
 representing, rounding, displaying,
and selectively extracting data.

Representing Data

Some numbers can be represented exactly, but others cannot. As
shown in this example, the number 10.25, which terminates in
binary, can be represented exactly.

data x;

x=10.25;

run;

The output from this DATA step is an exact number:
4024800000000000. However, the number 10.1 cannot be represented
exactly, as this example shows.
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data x;

x=10.1;

run;

The output from this DATA step is an inexact number:
4024333333333333.

Rounding Data  As this example shows, rounding errors can
result from platform-specific differences.

No solution exists for such situations.

data x;

x=10.1;

run;

In Windows and Linux environments, the output from this DATA step
is 402433333333 3333  (8/10-byte hardware double). In the
Solaris x64 environment, the output is
402433333333 4000 (8/8-byte hardware double).

Displaying Data

For certain numbers such as x.5, the precision of displayed data
depends on whether you round up or down. Low-precision formatting
(rounding down) can produce different results on different
platforms. In this example, the same high-precision (rounding up)
result occurs for X=8.3, X=8.5, or X=hex16. However, a different
result occurs for X=8.1 because this number does not yield the same
level of precision.

data;

run;

Here is the output under Windows or Linux (high-precision
formatting).

x=-47.8

x=-47.7

x=C047DFFFFFFFFFFF

To fix the problem that this example illustrates, you must select a
number that yields

the next precision level—in this case, 8.2.

Selectively Extracting Data

Results can also vary when you access data that is stored on one
system by using a client on a different system. This example
illustrates running a DATA step from a Windows client to access SAS
data in the z/OS environment.

data z(keep=x);
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output;

output;

run;

Obs x

1 5.2

2 5.2

The next example illustrates the output that you receive when you
execute the DATA  step interactively under Windows or under
z/OS.

data z1;

Here is the corresponding z/OS output.

NOTE: There were 1 observations read from the data set
WORK.Z.

WHERE x=5.2;

NOTE: The data set WORK.Z1 has 1 observations and 1
variables.

The DATA statement used 0.00 CPU seconds and 14476K.

In the above example, the expected count was not returned correctly
under z/OS because the imperfection of the data and finite
precision are not taken into account.

 You cannot use equality to obtain a correct count because it
does not include the “almost 5.2” cases in that count. To obtain
the correct results under z/OS, you must run this DATA step:

data z1;

Here is the z/OS output from this DATA step.

NOTE: There were 2 observations read from the data set
WORK.Z.

WHERE COMPFUZZ(x, 5.2, 1E-10)=0;

NOTE: The data set WORK.Z1 has 2 observations and 1
variables.

Your Options When Choosing the Degree of Precision That You
Need

 After you determine the degree of precision that your
enterprise needs, you can refine your software. You can use macros,
sensitivity analyses, or fuzzy comparisons such as

extractions or filters to extract data from databases or from
different versions of SAS. If you are running SAS 9.2, use the
COMPFUZZ (fuzzy comparison) function.

Otherwise, use this macro.

/*****************************************************************************/


/* This macro defines an EQFUZZ operator. The subsequent DATA step
shows */

/*****************************************************************************/
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x+0.1;

end; if x=y then put ’x exactly equal to y’;

else if %eqfuzz(x,y) then put ’x close to y’;

else put ’x nowhere close to y’;

run;

When you read numbers in from an external DBMS that supports
precision beyond 15 digits, you can lose that precision. You cannot
do anything about this for existing databases. However, when you
design new databases, you can set constraints to limit precision to
about 15 digits or you can select a numeric DBMS data type to match
the numeric SAS data type. For example, select the BINARY_DOUBLE
type in Oracle (precise up to 15 digits) instead of the NUMBER type
(precise up to 38 digits).

When you read numbers in from an external DBMS for noncomputational
purposes, use the DBSASTYPE= data set option, as shown in this
example.

libname ora oracle user=scott password=tiger path=path;

data sasdata;

run;

This option retrieves numbers as character strings and preserves
precision beyond 15 digits. For details, see the DBSASTYPE= data
set option.
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Introduction to SAS/ACCESS Naming

Because some DBMSs allow case-sensitive names and names with
special characters, show special consideration when you use names
of such DBMS objects as tables and

columns with SAS/ACCESS features. This section presents SAS/ACCESS
naming conventions, default naming behaviors, options that can
modify naming behavior, and usage examples. See the documentation
for your SAS/ACCESS interface for information about how SAS handles
your DBMS names.
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SAS Naming Conventions

Length of Name SAS naming conventions allow long names for SAS data
sets and SAS variables. For

example, MYDB.TEMP_EMPLOYEES_QTR4_2000 is a valid two-level SAS
name for a data set.

The names of the following SAS language elements can be up to 32
characters in length:

3  members of SAS libraries, including SAS data sets, data
views, catalogs, catalog entries, and indexes

3   variables in a SAS data set

3  macros and macro variables

The following SAS language elements have a maximum length of eight
characters:

3  librefs and filerefs

3  SAS engine names

3   variable names in SAS/ACCESS access descriptors and
view descriptors

For a complete description of SAS naming conventions, see the
 SAS Language  Reference: Dictionary.

Case Sensitivity

When SAS encounters mixed-case or case-sensitive names in SAS code,
SAS stores and displays the names as they are specified. If the SAS
variables, Flight and dates, are defined in mixed case—for
example,

input Flight $3. +3 dates date9.;

then SAS displays the variable names as defined. Note how the
column headings appear as defined:

Output 2.1   Mixed-Case Names Displayed in Output

SAS System 

1 114 01MAR2000 2 202 01MAR2000 3 204 01MAR2000

 Although SAS stores variable names as they are
defined, it  recognizes  variables for processing without
regard to case. For example, SAS processes these variables as
FLIGHT and DATES. Likewise, renaming the Flight variable to
"flight" or "FLIGHT" would result in the same processing.

8/17/2019 sas access.pdf

 SAS Names and Support for DBMS Names     ACCESS
Procedure 13

SAS Name Literals

 A SAS name literal is a name token that is
expressed as a quoted string, followed by the letter  n. Name
literals enable you to use special characters or blanks that are
not otherwise allowed in SAS names when you specify a SAS data set
or variable. Name literals are especially useful for expressing
database column and tables names that

contain special characters.Here are two examples of name
literals:

data mydblib.’My Staff Table’n;

data Budget_for_1999;

input ’$ Amount Budgeted’n ’Amount Spent’n;

Name literals are subject to certain restrictions.

3   You can use a name literal only for SAS variable and
data set names, statement labels, and DBMS column and table
names.

3   You can use name literals only in a DATA step or in
the SQL procedure.

3  If a name literal contains any characters that are not
allowed when  VALIDVARNAME=V7, then you must set the system
option to  VALIDVARNAME=ANY. For details about using the
VALIDVARNAME= system option, see “VALIDVARNAME= System Option” on
page 423.

SAS/ACCESS Default Naming Behaviors

Modification and Truncation

When SAS/ACCESS reads DBMS column names that contain characters
that are not standard in SAS names, the default behavior is to
replace an unsupported character with an underscore (_). For
example, the DBMS column name Amount Budgeted$ becomes the SAS
variable name Amount_Budgeted_.

 Note:   Nonstandard names include those with blank
spaces or special characters (such as @, #, %) that are not allowed
in SAS names.  

When SAS/ACCESS encounters a DBMS name that exceeds 32 characters,
it truncates the name.

 After it has modified or truncated a DBMS column name, SAS
appends a number to the variable name, if necessary, to preserve
uniqueness. For example, DBMS column names MY$DEPT, My$Dept, and
my$dept become SAS variable names MY_DEPT, MY_Dept0, and
my_dept1.

ACCESS Procedure If you attempt to use long names in the ACCESS
procedure, you get an error

message advising you that long names are not supported. Long member
names, such as access descriptor and view descriptor names, are
truncated to eight characters. Long DBMS column names are truncated
to 8-character SAS variable names within the SAS access descriptor.
You can use the RENAME statement to specify 8-character SAS

 variable names, or you can accept the default truncated SAS
variable names that are assigned by the ACCESS procedure.
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The ACCESS procedure converts DBMS object names to uppercase
characters unless they are enclosed in quotation marks. Any DBMS
objects that are given lowercase names when they are created, or
whose names contain special or national characters, must be
enclosed in quotation marks.

DBLOAD Procedure  You can use long member names, such as the
name of a SAS data set that you want

to load into a DBMS table, in the DBLOAD procedure DATA= option.
However, if you attempt to use long SAS variable names, you get an
error message advising you that long variable names are not
supported in the DBLOAD procedure. You can use the RENAME statement
to rename the 8-character SAS variable names to long DBMS column
names when you load the data into a DBMS table. You can also use
the SAS data set option RENAME to rename the columns after they are
loaded into the DBMS.

Most DBLOAD procedure statements convert lowercase characters in
user-specified  values and default values to uppercase. If
your host or database is case sensitive and you want to specify a
value that includes lowercase alphabetic characters (for example, a
user ID or password), enclose the entire value in quotation marks.
You must also put quotation marks around any value that contains
special characters or national

characters.The only exception is the DBLOAD SQL statement. The
DBLOAD SQL statement is passed to the DBMS exactly as you enter it
with case preserved.

Renaming DBMS Data

Renaming SAS/ACCESS Tables

 You can rename DBMS tables and views using the CHANGE
statement, as shown inthis example:

proc datasets lib=x;

quit;

 You can rename tables using this method for all SAS/ACCESS
engines. However, if  you change a table name, any view that
depends on that table no longer works unless the view references
the new table name.

Renaming SAS/ACCESS Columns

 You can use the RENAME statement to rename the 8-character
default SAS variablenames to long DBMS column names when you load
the data into a DBMS table. You can also use the SAS data set
option RENAME= to rename the columns after they are loaded into the
DBMS.

Renaming SAS/ACCESS Variables  You can use the RENAME
statement to specify 8-character SAS variable names such

as access descriptors and view descriptors.
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Options That Affect SAS/ACCESS Naming Behavior

To change how SAS handles case-sensitive or nonstandard DBMS table
and column names, specify one or more of the following
options.

PRESERVE_COL_NAMES=YES is a SAS/ACCESS LIBNAME and data set option
that applies  only to creating DBMS tables. When set to
YES, this option preserves spaces, special characters, and mixed
case in DBMS column names. See “PRESERVE_COL_NAMES= LIBNAME Option”
on page 166 for more information about this option.

PRESERVE_TAB_NAMES=YES is a SAS/ACCESS LIBNAME option. When set to
YES, this option preserves blank spaces, special characters, and
mixed case in DBMS table names. See “PRESERVE_TAB_NAMES= LIBNAME
Option” on page 168 for more information about this option.

 Note:   Specify the alias PRESERVE_NAMES=YES | NO if you
plan to specify both the PRESERVE_COL_NAMES= and
PRESERVE_TAB_NAMES= options in your LIBNAME statement. Using this
alias saves time when you are coding.  

DQUOTE=ANSI is a PROC SQL option. This option specifies whether
PROC SQL treats values within double  quotation marks as
a character string or as a column name or table name. When you
specify DQUOTE=ANSI, your SAS code can refer to DBMS names that
contain characters and spaces that are not allowed by SAS naming
conventions. Specifying DQUOTE=ANSI enables you to preserve special
characters in table and column names in your SQL statements by
enclosing the names in double quotation marks.

To preserve table names, you must also specify
PRESERVE_TAB_NAMES=YES. To preserve column names when you create a
table, you must also specify PRESERVE_COL_NAMES=YES.

 VALIDVARNAME=ANY 

is a global system option that can override the SAS naming
conventions. See “VALIDVARNAME= System Option” on page 423 for
information about this option.

The availability of these options and their default settings are
DBMS-specific, so see the SAS/ACCESS documentation for your DBMS to
learn how the SAS/ACCESS engine for your DBMS processes
names.

Naming Behavior When Retrieving DBMS Data

The following two tables illustrate how SAS/ACCESS processes DBMS
names when retrieving data from a DBMS. This information applies
generally to all interfaces. In

some cases, however, it is not necessary to specify these options
because the optiondefault values are DBMS-specific. See the
documentation for your SAS/ACCESS interface for details.
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Table 2.1   DBMS Column Names to SAS Variable Names When
Reading DBMS Data

DBMS Column Name Desired SAS Variable Name Options

Case-sensitive DBMS column

No options are necessary

DBMS column name with

characters that are not valid in SAS names, such as My$Flight

Case-sensitive SAS variable name

My_Flight

SAS names, such as My$Flight

Nonstandard, case-sensitive SAS

PROC SQL DQUOTE=ANSI or, in

a DATA or PROC step, use a SAS

name literal such as ’My$Flight’n

and VALIDVARNAME=ANY 

Table 2.2   DBMS Table Names to SAS Data Set Names When
Reading DBMS Data

DBMS Table Name Desired SAS Data Set Name Options

Default DBMS table name, such as

STAFF

name (uppercase), such as STAFF

PRESERVE_TAB_NAMES=NO

as Staff 

PRESERVE_TAB_NAMES=YES

that are not valid in SAS names,

such as All$Staff 

Nonstandard, case-sensitive SAS

PROC SQLDQUOTE=ANSI and

SAS name literal such as

’All$Staff’n and

Naming Behavior When Creating DBMS Objects

The following two tables illustrate how SAS/ACCESS handles variable
names when creating DBMS objects such as tables and views. This
information applies generally to all interfaces. In some cases,
however, it is not necessary to specify these options because the
option default values are DBMS-specific. See the documentation for
your DBMS for details.
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Table 2.3   SAS Variable Names to DBMS Column Names When
Creating Tables

SAS Variable Name as Input Desired DBMS Column Name Options

 Any SAS variable name, such as

Miles

naming conventions), such as MILES

PRESERVE_COL_NAMES=NO

Case-sensitive DBMS column name, such as Miles

PRESERVE_COL_NAMES=YES

characters that are not valid in a

normalized SAS name, such as

Miles-to-Go

Miles-to-Go

PRESERVE_COL_NAMES=YES

SAS name literal and

Table 2.4   SAS Data Set Names to DBMS Table Names

SAS Data Set Name as Input Desired DBMS Table Name Options

 Any SAS data set name, such as

Payroll

naming conventions), such as

such as Payroll

with characters that are not valid

in a normalized SAS name, such as

Payroll-for-QC

as Payroll-for-QC

PRESERVE_TAB_NAMES=YES or,

SAS name literal and

SAS/ACCESS Naming Examples

Replacing Unsupported Characters

In the following example, a view, myview, is created from the
Oracle table, mytable.

proc sql;

create view myview as

from mytable);

run;

In the output produced by PROC CONTENTS, the Oracle column names
(that were processed by the SQL view of MYTABLE) are renamed to
different SAS variable names:

 Amount Budgeted$ becomes Amount_Budgeted_ and Amount Spent$
becomes  Amount_Spent_.

Preserving Column Names

The following example uses the Oracle table, PAYROLL, to create a
new Oracle table, PAY1, and then prints the table. Both the
PRESERVE_COL_NAMES=YES and the PROC SQL DQUOTE=ANSI options are
used to preserve the case and nonstandard characters in the column
names. You do not need to quote the column aliases in order to
preserve the mixed case. You only need double quotation marks when
the column name has nonstandard characters or blanks.

By default, most SAS/ACCESS interfaces use DBMS-specific rules to
set the case of  table and column names. Therefore, even
though the new pay1 Oracle table name is created in lowercase in
this example, Oracle stores the name in uppercase as PAY1.
If 

you want the table name to be stored as "pay1", you must set
PRESERVE_TAB_NAMES=NO.

options linesize=120 pagesize=60 nodate;

libname mydblib oracle user=testuser password=testpass
path=’ora8_servr’

schema=hrdept preserve_col_names=yes;

proc sql dquote=ansi;

create table mydblib.pay1 as

birth as BirthDate, hired as HiredDate

from mydblib.payroll

select * from mydblib.pay1;

quit;

SAS recognizes the JOBCODE, SEX, and SALARY column names, whether
you specify them in your SAS code as lowercase, mixed case, or
uppercase. In the Oracle table, PAYROLL, the SEX, JOBCODE, and
SALARY columns were created in uppercase. They therefore retain
this case in the new table unless you rename them. Here is partial
output from the example:

Output 2.2   DBMS Table Created with Nonstandard and Standard
Column Names

Payroll Table with Revised Column Names

ID # SEX JOBCODE SALARY BirthDate HiredDate
------------------------------------------------------------------------
1118 M PT3 11379 16JAN1944:00:00:00 18DEC1980:00:00:00 1065 M ME2
35090 26JAN1944:00:00:00 07JAN1987:00:00:00 1409 M ME3 41551
19APR1950:00:00:00 22OCT1981:00:00:00 1401 M TA3 38822
13DEC1950:00:00:00 17NOV1985:00:00:00 1890 M PT2 91908
20JUL1951:00:00:00 25NOV1979:00:00:00
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Preserving Table Names

The following example uses PROC PRINT to print the DBMS table
PAYROLL. The DBMS table was created in uppercase and since
PRESERVE_TAB_NAMES=YES, the table name must be specified in
uppercase. (If you set the PRESERVE_TAB_NAMES=NO, you can specify
the DBMS table name in lowercase.) A 

partial output follows the example. options nodate
linesize=64;

libname mydblib oracle user=testuser password=testpass

path=’ora8_servr’ preserve_tab_names=yes;

proc print data=mydblib.PAYROLL;

PAYROLL Table

Obs IDNUM SEX JOBCODE SALARY BIRTH1 1919 M TA2 34376
12SEP1960:00:00:00 2 1653 F ME2 35108 15OCT1964:00:00:00 3 1400 M
ME1 29769 05NOV1967:00:00:00 4 1350 F FA3 32886 31AUG1965:00:00:00
5 1401 M TA3 38822 13DEC1950:00:00:00

The following example submits a SAS/ACCESS LIBNAME statement and
then opens the SAS Explorer window, which lists the Oracle tables
and views that are referenced by the MYDBLIB libref. Notice that 16
members are listed and that all of the member names are in the case
(initial capitalization) that is set by the Explorer window. The
table names are capitalized because PRESERVE_TAB_NAMES= defaulted
to NO.

libname mydblib oracle user=testuser pass=testpass;

Display 2.1   SAS Explorer Window Listing DBMS Objects
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If you submit a SAS/ACCESS LIBNAME statement with
PRESERVE_TAB_NAMES=YES and then open the SAS Explorer window, you
see a different listing of the Oracle tables and views that the
MYDBLIB libref references.

libname mydblib oracle user=testuser password=testpass

preserve_tab_names=yes;

Display 2.2   SAS Explorer Window Listing Case-Sensitive DBMS
Objects

Notice that there are 18 members listed, including one that is in
lowercase and one that has a name separated by a blank space.
Because PRESERVE_TAB_NAMES=YES, SAS displays the tables names in
the exact case in which they were created.

Using DQUOTE=ANSI

The following example creates a DBMS table with a blank space in
its name. Double quotation marks are used to specify the table
name, International Delays. Both of the preserve names LIBNAME
options are also set by using the alias PRESERVE_NAMES=. Because
PRESERVE_NAMES=YES, the schema airport is now case sensitive for
Oracle.

options linesize=64 nodate;

schema=airport preserve_names=yes;

proc sql dquote=ansi;

select int.flight as "FLIGHT NUMBER", int.dates,

del.orig as ORIGIN,

quit;
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title "International Delays";

select * from mydblib."International Delays";

Notice that you use single quotation marks to specify the data
value for London (int.dest=’LON’) in the WHERE clause. Because of
the preserve name LIBNAME options, using double quotation marks
would cause SAS to interpret this data value as a column
name.

Output 2.4   DBMS Table with Nonstandard Column Names

International Delays

FLIGHT NUMBER DATES ORIGIN DESTINATION DELAY
----------------------------------------------------------- 219
01MAR1998:00:00:00 LGA LON 18 219 02MAR1998:00:00:00 LGA LON 18 219
03MAR1998:00:00:00 LGA LON 18 219 04MAR1998:00:00:00 LGA LON 18 219
05MAR1998:00:00:00 LGA LON 18 219 06MAR1998:00:00:00 LGA LON 18 219
07MAR1998:00:00:00 LGA LON 18 219 01MAR1998:00:00:00 LGA LON 18 219
02MAR1998:00:00:00 LGA LON 18 219 03MAR1998:00:00:00 LGA LON
18

If you query a DBMS table and use a label to change the FLIGHT
NUMBER column name to a standard SAS name (Flight_Number), a label
(enclosed in single quotation marks) changes the name only in the
output. Because this column name and the table name, International
Delays, each have a space in their names, you have to enclose the
names in double quotation marks. A partial output follows the
example.

options linesize=64 nodate;

schema=airport preserve_names=yes;

title "Query from International Delays";

select "FLIGHT NUMBER" label=’Flight_Number’, dates, delay

from mydblib."International Delays";

Output 2.5   Query Renaming a Nonstandard Column to a Standard
SAS Name

Query from International Delays

Flight_  Number DATES DELAY
-------------------------------------- 219 01MAR1998:00:00:00 18
219 02MAR1998:00:00:00 18 219 03MAR1998:00:00:00 18 219
04MAR1998:00:00:00 18 219 05MAR1998:00:00:00 18

 You can preserve special characters by specifying DQUOTE=ANSI
and using double quotation marks around the SAS names in your
SELECT statement.
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proc sql dquote=ansi;

create view myview as

from connection to oracle

from mytable);

run;

Output from this example would show that Amount Budgeted$ remains
Amount Budgeted$ and Amount Spent$ remains Amount Spent$.

Using Name Literals

The following example creates a table using name literals. You must
specify the SAS option VALIDVARNAME=ANY in order to use name
literals. Use PROC SQL to print the new DBMS table because name
literals work only with PROC SQL and the DATA  step.
PRESERVE_COLUMN_NAMES=YES is required  only because the
table is being created with nonstandard SAS column names.

options ls=64 validvarname=any nodate;

libname mydblib oracle user=testuser password=testpass
path=’ora8servr’

preserve_col_names=yes preserve_tab_names=yes ;

’EmpID#’n=12345;

Output 2.6   DBMS Table to Test Column Names

Sample Table

Using DBMS Data to Create a DBMS Table

The following example uses PROC SQL to create a DBMS table based on
data from other DBMS tables. You preserve the case sensitivity of
the aliased column names by using PRESERVE_COL_NAMES=YES. A partial
output is displayed after the code.

libname mydblib oracle user=testuser password=testpass

path=’hrdata99’ schema=personnel preserve_col_names=yes;
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proc sql;

order by lname;

proc print noobs;

run;

ANNUAL_  LAST_NAME FIRST_NAME SALARY

BANADYGA JUSTIN 88606 BAREFOOT JOSEPH 43025 BRADY CHRISTINE 68767
BRANCACCIO JOSEPH 66517 CARTER-COHEN KAREN 40260 CASTON FRANKLIN
41690 COHEN LEE 91376 FERNANDEZ KATRINA 51081

Using a SAS Data Set to Create a DBMS Table

The following example uses a SAS DATA step to create a DBMS table,
College-Hires-1999, from a temporary SAS data set that has
case-sensitive names. It creates the temporary data set and then
defines the LIBNAME statement. Because it uses a DATA step to
create the DBMS table, it must specify the table name as a name
literal and specify the PRESERVE_TAB_NAMES= and PRESERVE_COL_NAMES=
options (in this case, by using the alias PRESERVE_NAMES=).

options validvarname=any nodate;

Firstname $10. +2 City $15. +2

State $2.;

3523 Janssen Heike Stamford CT

3565 Gomez Luis Darien CT

;

path=’hrdata99’ schema=hrdept preserve_names=yes;
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data mydblib.’College-Hires-1999’n;

run;

Output 2.8   DBMS Table with Case-Sensitive Table and Column
Names

College Hires in 1999

Obs IDnum Lastname Firstname City State

1 3413 Schwartz Robert New Canaan CT 2 3523 Janssen Heike Stamford
CT 3 3565 Gomez Luis Darien CT
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Introduction to Data Integrity and Security

This section briefly describes DBMS security issues and then
presents measures you can take on the SAS side of the interface to
help protect DBMS data from accidental update or deletion. This
section also provides information about how SAS handles null

 values that help you achieve consistent results.

DBMS Security

Privileges

The database administrator controls who has privileges to access or
update DBMS objects. This person also controls who can create
objects, and creators of the objects control who can access the
objects. A user cannot use DBMS facilities to access DBMS objects
through SAS/ACCESS software unless the user has the appropriate
DBMS privileges or authority on those objects. You can grant
privileges on the DBMS side by using the SQL pass-through facility
to EXECUTE an SQL statement, or by issuing a GRANT statement from
the DBLOAD procedure SQL statement.
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 You should give users only the privileges on the DBMS that
they must have. Privileges are granted on whole tables or views.
You must explicitly grant to users the privileges on the DBMS
tables or views that underlie a view so they can use that
view.

See your DBMS documentation for more information about ensuring
security on the DBMS side of the interface.

Triggers If your DBMS supports triggers, you can use them to
enforce security authorizations

or business-specific security considerations. When and how triggers
are executed is determined by when the SQL statement is executed
and how often the trigger is executed. Triggers can be executed
before an SQL statement is executed, after an SQL statement is
executed, or for each row of an SQL statement. Also, triggers can
be defined for DELETE, INSERT, and UPDATE statement
execution.

Enabling triggers can provide more specific security for delete,
insert, and update operations. SAS/ACCESS abides by all constraints
and actions that are specified by a trigger. For more information,
see the documentation for your DBMS.

SAS Security

Securing Data

SAS preserves the data security provided by your DBMS and operating
system; SAS/ACCESS does not override the security of your DBMS. To
secure DBMS data from accidental update or deletion, you can take
steps on the SAS side of the interface such as the following:

3  specifying the SAS/ACCESS LIBNAME option DBPROMPT= to avoid
saving connection information in your code

3  creating SQL views and protecting them from unauthorized
access by applying passwords.

These and other approaches are discussed in detail in the following
sections.

Assigning SAS Passwords

By using SAS passwords, you can protect SQL views, SAS data sets,
and descriptor files from unauthorized access. The following table
summarizes the levels of protection that SAS passwords provide.
Note that you can assign multiple levels of protection.
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File Type READ= WRITE= ALTER=

PROC SQL

 view of 

updated through the

Protects the underlying

 Access

descriptor

No effect on descriptor No effect on descriptor Protects the
descriptor

from being read or edited

 View

descriptor

updated through the

from being read or edited

 You can use the following methods to assign, change, or
delete a SAS password:

3  the global SETPASSWORD command, which opens a dialog
box

3 

the DATASETS procedure’s MODIFY statement. The syntax for using
PROC DATASETS to assign a password to an access descriptor,

a view descriptor, or a SAS data file is as follows:

PROC DATASETS LIBRARY=libref  MEMTYPE=member-type;
MODIFY  member-name  ( password-level =
 password-modification);

RUN;

The password-level argument can have one or more of the
following values: READ=, WRITE=, ALTER=, or PW=. PW= assigns read,
write, and alter privileges to a descriptor or data file. The
 password-modification argument enables you to assign a
new password or to change or delete an existing password. For
example, this PROC DATASETS statement assigns the password MONEY
with the ALTER level of 

protection to the access descriptor ADLIB.SALARIES: proc datasets
library=adlib memtype=access;

modify salaries (alter=money);

run;

In this case, users are prompted for the password whenever they try
to browse or update the access descriptor or try to create view
descriptors that are based on

 ADLIB.SALARIES. In the next example, the PROC DATASETS
statement assigns the passwords MYPW

and MYDEPT with READ and ALTER levels of protection to the view
descriptor  VLIB.JOBC204:

proc datasets library=vlib memtype=view;

modify jobc204 (read=mypw alter=mydept);

run;

In this case, users are prompted for the SAS password when they try
to read the DBMS data or try to browse or update the view
descriptor VLIB.JOBC204. You need both levels to protect the data
and descriptor from being read. However, a user could still update
the data that VLIB.JOBC204 accesses—for example, by using a PROC
SQL UPDATE. Assign a WRITE level of protection to prevent data
updates.

 Note:   When you assign multiple levels of passwords,
use a different password for each level to ensure that you grant
only the access privileges that you intend.  
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To delete a password, put a slash after the password:

proc datasets library=vlib memtype=view;

modify jobc204 (read=mypw/ alter=mydept/);

run;

Protecting Connection Information In addition to directly
controlling access to data, you can protect the data
indirectly

by protecting the connection information that SAS/ACCESS uses to
reach the DBMS. Generally, this is achieved by not saving
connection information in your code.

One way to protect connection information is by storing user name,
password, and other connection options in a local environment
variable. Access to the DBMS is denied unless the correct user and
password information is stored in a local environment

 variable. See the documentation for your DBMS to determine
whether this alternative is supported.

 Another way to protect connection information is by requiring
users to manually enter it at connection time. When you specify
DBPROMPT=YES in a SAS/ACCESS LIBNAME statement, each user has to
provide DBMS connection information in a

dynamic, interactive manner. This is demonstrated in the following
statement. The statement causes a dialog box to prompt the user to
enter connection information, such as a user name and
password:

libname myoralib oracle dbprompt=yes defer=no;

The dialog box that appears contains the DBMS connection options
that are valid for the SAS/ACCESS engine that is being used; in
this case, Oracle.

Using the DBPROMPT= option in the LIBNAME statement offers several
advantages. DBMS account passwords are protected because they do
not need to be stored in a SAS program or descriptor file. Also,
when a password or user name changes, the SAS program does not need
to be modified. Another advantage is that the same SAS program can
be used by any valid user name and password combination that is
specified during execution. You can also use connection options in
this interactive

manner when you want to run a program on a production server
instead of testing a server without modifying your code. By using
the prompt window, the new server name can be specified
dynamically.

 Note:   The DBPROMPT= option is not available in
SAS/ACCESS Interface to DB2 under z/OS.  

Extracting DBMS Data to a SAS Data Set

If you are the owner of a DBMS table and do not want anyone else to
read the data, you can extract the data (or a subset of the data)
and not distribute information about

either the access descriptor or view descriptor.

 Note:   You might need to take additional steps to
restrict LIBNAME or Pass-Through access to the extracted data set.
 

If you extract data from a view that has a SAS password assigned to
it, the new SAS data file is automatically assigned the same
password. If a view does not have a password, you can assign a
password to the extracted SAS data file by using the MODIFY
statement in the DATASETS procedure. See the  Base SAS
Procedures Guide for more information.
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Defining Views and Schemas

If you want to provide access to some but not all fields in a DBMS
table, create a SAS view that prohibits access to the sensitive
data by specifying that particular columns be dropped. Columns that
are dropped from views do not affect the underlying DBMS table and
can be reselected for later use.

Some SAS/ACCESS engines support LIBNAME options that restrict or
qualify thescope, or schema, of the tables in the libref. For
example, the DB2 engine supports the  AUTHID= and LOCATION=
options, and the Oracle engine supports the SCHEMA= and DBLINK=
options. See the SAS/ACCESS documentation for your DBMS to
determine which options are available to you.

This example uses SAS/ACCESS Interface to Oracle:

libname myoralib oracle user=testuser password=testpass

path=’myoraserver’ schema=testgroup;

proc datasets lib=myoralib;

run;

In this example the MYORALIB libref is associated with the Oracle
schema named

TESTGROUP. The DATASETS procedure lists only the tables and views
that are accessible to the TESTGROUP schema. Any reference to a
table that uses the libref  MYORALIB is passed to the Oracle
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